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Abstract
This tutorial aims to collate information from a variety of sources and present it in a way which is accessible

to beginners. Although detailed in parts, it is oriented towards reverse code engineering and superfluous
information has been omitted.




PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW

This disclaimer is not meant to sidestep the responsibility for the material we will share
with you, but rather is designed to emphasize the purpose of this CodeBreakers Magazine
feature, which is to provide information for your own purposes. The subjects presented
have been chosen for their educational value. The information contained herein consists of
Secure Software Engineering, Software Security Engineering, Software Management,
Security Analysis, Algorithms, Virus-Research, Software-Protection and Reverse Code
Engineering, Cryptanalysis, White Hat and Black Hat Content, and is derived from authors
of academically institutions, commercials, organizations, as well as private persons. The
information should not be considered to be completely error-free or to include all relevant
information; nor should it be used as an exclusive basis for decision-making. The user
understands and accepts that if CodeBreakers Magazine were to accept the risk of harm to
the user from use of this information, it would not be able to make the information
available because the cost to cover the risk of harms to all users would be too great. Thus,
use of the information is strictly voluntary and at the users sole risk.

The information contained herein is not a license, either expressly or impliedly, to any
intellectual property owned or controlled by any of the authors or developers of
CodeBreakers Magazine. The information contained herein is provided on an "AS IS" basis
and to the maximum extent permitted by applicable law, this information is provided AS IS
AND WITH ALL FAULTS, and the authors and developers of CodeBreakers Magazine hereby
disclaim all other warranties and conditions, either express, implied or statutory, including,
but not limited to, any (if any) implied warranties, duties or conditions of merchantability,
of fitness for a particular purpose, of accuracy or completeness of responses, of results, of
workmanlike effort, of lack of viruses, and of lack of negligence, all with regard to the
contribution.

ALSO, THERE IS NO WARRANTY OR CONDITION OF TITLE, QUIET ENJOYMENT, QUIET
POSSESSION, CORRESPONDENCE TO DESCRIPTION OR NON-INFRINGEMENT WITH
REGARD TO CODEBREAKERS MAGAZINE.

IN NO EVENT WILL ANY AUTHOR OR DEVELOPER OF CodeBreakers Magazine BE LIABLE TO
ANY OTHER PARTY FOR THE COST OF PROCURING SUBSTITUTE GOODS OR SERVICES,
LOST PROFITS, LOSS OF USE, LOSS OF DATA, OR ANY INCIDENTAL, CONSEQUENTIAL,
DIRECT, INDIRECT, OR PUNITIVE OR SPECIAL DAMAGES WHETHER UNDER CONTRACT,
TORT, WARRANTY, OR OTHERWISE, ARISING IN ANY WAY OUT OF THIS OR ANY OTHER
AGREEMENT RELATING TO CODEBREAKERS MAGAZINE, WHETHER OR NOT SUCH PARTY
HAD ADVANCE NOTICE OF THE POSSIBILITY OF SUCH DAMAGE.
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1 Introduction

This tutorial aims to collate information from a variety of sources and present it in a way which is accessible
to beginners. Although detailed in parts, it is oriented towards reverse code engineering and superfluous
information has been omitted. You will see I have borrowed heavily from various published works and all
authors are remembered with gratitude in the reference section at the end.

PE is the native Win32 file format. Every win32 executable (except VxDs and 16-bit DLLs) uses PE file
format. 32bit DLLs, COM files, OCX controls, Control Panel Applets (.CPL files) and .NET executables are all
PE format. Even NT's kernel mode drivers use PE file format.

Why do we need to know about it? 2 main reasons. Adding code to executables (e.g. keygen injection or
adding functionality) and manually unpacking executables. With respect to the latter, most shareware
nowadays comes "packed" in order to reduce size and to provide an added layer of protection.

In a packed executable, the import tables are usually destroyed and data is often encrypted. The packer
inserts code to unpack the file in memory upon execution, and then jumps to the original entry point of the
file (where the original program actually starts executing). If we manage to dump this memory region after
the packer finished unpacking the executable, we still need to fix the sections and import tables before our
app will run. How will we do that if we don't even know what the PE format is?

The example executable I have used throughout this text is BASECALC.exe, a very useful app from fravia's
site for calculating and converting decimal, hex, binary and octal. It is coded in Borland Delphi 2.0 which
makes it ideal as an example to illustrate how Borland compilers leave the OriginalFirstThunks null (more on
this later).

2 Basic Structure

The picture shows the basic structure of a PE file.

At a minimum, a PE file will have 2 sections; one for code and the other for data. An [[nlelel ¥ Pl T=T:1s (=14
application for Windows NT has 9 predefined sections named .text, .bss, .rdata, .data,

. o DOS stub
.rsrc, .edata, .idata, .pdata, and .debug. Some applications do not need all of these

sections, while others may define still more sections to suit their specific needs. PE header

The sections that are most commonly present in an executable are: m
e Executable Code Section, named .text (Micro$oft) or CODE (Borland)

Section 1
e Data Sections, named .data, .rdata, or .bss (Micro$oft) or DATA (Borland)

Resources Section, named .rsrc

m
Export Data Section, named .edata

Import Data Section, named .idata

Section _..

Debug Information Section, named .debug

The names are actually irrelevant as they are ignored by the OS and are present only for
the convenience of the programmer. Another important point is that the structure of a PE
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file on disk is exactly the same as when it is loaded into memory so if you can locate info in the file on disk
you will be able to find it when the file is loaded into memory.

However it is not copied exactly into memory. The windows loader decides which parts need mapping in and
omits any others. Data that is not mapped in is placed at the end of the file past any parts that will be
mapped in e.g. Debug information.

Also the location of an item in the file on disk will often differ from its location once loaded into memory
because of the page-based virtual memory management that windows uses. When the sections are loaded
into RAM they are aligned to fit to 4Kb memory pages, each section starting on a new page. Virtual memory
is explained below.

In Memary

_ |

other sections

PE File

A Unmapped Data

000000
other sections
Jtext sectlen
Section Table
Higher D05 Header D% Header Higher

afisets addresses

The concept of virtual memory is that instead of letting software directly access physical memory, the
processor and OS create an invisible layer between the two. Every time an attempt is made to access
memory, the processor consults a "page table" that tells the process which physical memory address to
actually use. It wouldn't be practical to have a table entry for each byte of memory (the page table would be
larger than the total physical memory), so instead processors divide memory into pages. This has several
advantages:

1) It enables the creation of multiple address spaces. An address space is an isolated page table that only
allows access to memory that is pertinent to the current program or process. It ensures that programs are
completely isolated from one another and that an error causing one program to crash is not able to poison
another program's address space.

2) It enables the processor to enforce certain rules on how memory is accessed. Sections are needed in PE
files because different areas in the file are treated differently by the memory manager when a module is
loaded. At load time, the memory manager sets the access rights on memory pages for the different sections
based on their settings in the section header. This determines whether a given section is readable, writable,
or executable. This means each section must typically start on a fresh page.

However, the default page size for Windows is 4096 bytes (1000h) and it would be wasteful to align
executables to a 4Kb page boundary on disk as that would make them significantly bigger than necessary.
Because of this, the PE header has two different alignment fields; Section alignment and file alignment.
Section alignment is how sections are aligned in memory as above. File alignment (usually 512 bytes or
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200h) is how sections are aligned in the file on disk and is a multiple of disk sector size in order to optimize
the loading process.

3) It enables a paging file to be used on the harddrive to temporarily store pages from the physical memory
whilst they are not in use. For instance if an app has been loaded but becomes idle, its address space can be
paged out to disk to make room for another app which needs to be loaded into RAM. If the situation reverses,
the OS can simply load the first app back into RAM and resume execution where it left off. An app can also
use more memory than is physically available because the system can use the hard drive for secondary
storage whenever there is not enough physical memory.

When PE files are loaded into memory by the windows loader, the in-memory version is known as a module.
The starting address where file mapping begins is called an HMODULE. A module in memory represents all
the code, data and resources from an executable file that is needed for execution whilst the term process
basically refers to an isolated address space which can be used for running such a module.

3 The DOS Header

All PE files start with the DOS header which occupies the first 64 bytes of the file. It's there in case the
program is run from DOS, so DOS can recognize it as a valid executable and run the DOS stub which is
stored immediately after the header. The DOS stub usually just prints a string something like "This program
must be run under Microsoft Windows" but it can be a full-blown DOS program. When building an application
for Windows, the linker links a default stub program called WINSTUB.EXE into your executable. You can
override the default linker behavior by substituting your own valid MS-DOS-based program in place of
WINSTUB and using the -STUB: linker option when linking the executable file.

The DOS header is a structure defined in the windows.inc or winnt.h files. (If you have an assembler or
compiler installed you will find them in the \include\ directory). It has19 members of which magic and Ifanew
are of interest:

IMAGE DOS HEADER 3ITRUCT

e magic ORD 2
e chlp WoORD 2
£ cp MoRD ?
e crilc WMoRD ?
£_cparhdr ORD 2
e minalloe WoORD 2
e maxalloc MoRD ?
e == WMoRD ?
£ _sSp ORD 2
& csum WoORD 2
e ip MoRD ?
e c= WMoRD ?
e lfarlc WMoRD ?
£ Ovno WoORD 2
£ res MoRD 4 dupi(?)
e oemid WMoRD ?
e _oeminfo WMoRD ?
e res: WORD 10 dupi?)
e lfanew DIORD ?
IMAGE DOS HEADER ENDS
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In the PE file, the magic part of the DOS header contains the value 4Dh, 5Ah (The letters "MZ" for Mark
Zbikowsky one of the original architects of MS-DOS) which signifies a valid DOS header. MZ are the first 2
bytes you will see in any PE file opened in a hex editor (See example below.)

As we can see from its definition above, Ifanew is a DWORD which sits at the end of the DOS header directly
before the DOS stub begins. It contains the offset of the PE header, relative to the file beginning. The
windows loader looks for this offset so it can skip the DOS stub and go directly to the PE header.

[NOTE: DWORD ("double word") = 4 bytes or 32bit value, WORD = 2 bytes or 16bit value, sometimes you
will also see dd for DWORD, dw for WORD and db for byte]

The definitions are helpful as they tell us the size of each member. This allows us to locate information of
interest by counting the number of bytes from the start of the section or any other identifiable point.

As we said above, the DOS header occupies the first 64 bytes of the file - ie the first 4 rows seen in the
hexeditor in the picture below. The last DWORD before the DOS stub begins contains 00h 01h 00h 00h.
Allowing for reverse byte order this gives us 00 00 01 00h which is the offset where the PE header begins.
The PE header begins with its signature 50h, 45h, 00h, 00h (the letters "PE" followed by two terminating
zeroes).

If in the Signature field of the PE header, you find an NE signature here rather than a PE, you're working with
a 16-bit Windows New Executable file. Likewise, an LE in the signature field would indicate a Windows 3.x
virtual device driver (VxD). An LX here would be the mark of a file for 0S/2 2.0.

0.1 2 3 4 5 & 7 8 3 2 b g d g §
0000000CR: 4D 54 50 00 02 0D OO0 OO0 04 OO0 OF 00 FF FF 00 00 ;(MZf......... ¥ .

00000010k: BS OO0 00 00 OO0 00 OO0 OO 40 OO0 14 00 00 00 00 00 & ,..ow... Bewunnn. . magic
0000002Z0k: 00 OO0 00 00 OO0 00 OO0 00 00 OO0 00 00 Og OO0 2 eeeeeeeeneennns )
00000030k: 00 00 00 00 00 00 00 00 00 00 00 00€00 01 00 0037 cuneeneeennenn.. e_lfanew contains offset of
D0000040k: [BL 10 OO0 OE LF B4 09 CD 21 BB O1 4C cD 21 o0 90|: °.... .I,..i'oo  PEheader {(NB bytes in
00000050k: |54 68 69 73 20 70 72 6F 67 72 61 6D 20 6D 75 73|: This progrem wus reverse order: 00 00 01 00)
00000060k: (74 20 62 65 20 72 75 6E 20 75 6E 64 65 72 20 57): t be run under ¥ os sb
00000070kL: |69 6E 33 32 OD OA 24 37 00 OO0 00 00 00 00 00 00f: in32..357........
0000005S0k: 00 OO0 00 OO0 00 00 OO0 00 00 00 00 00 00 00 00 00 7 veeennneeeennn..
00000090k: 00 00 00 OO0 00 00 OO0 00 00 00 00 00 00 00 00 00 veeennneeeennn..
000000&0k: 00 00 00 OO0 00 00 OO0 00 00 OO0 00 00 00 00 00 00 ; veeeenneeenn.s
000000kOk: 00 OO0 00 00 OO 00 OO0 00 00 OO0 00 00 00 P T
000000c0k: 00 OO0 00 00 OO 00 00 00 00 00 0 T LTRSS
000000d0k: 00 00 00 0O 0
00000020k 00 o 00 OO0 OO0 00 00 00 00 00 2 cvnvrnneennennn.
: 00 OO0 OO0 00 00 00 00 00 2 cenvenneennennn.

4C 01 08 00 19 SE 42 24 00 00 00 00 ; FE.L...."B%.... FEsNpi. o s L
00 8E 81 OB 01 02 19 00 A0 02 00 ; - header
PKERPRFRE - (P & SRR RFRE e
We will discuss this in the next section.
© 2006 CodeBreakers Magazine Page 7 of 87



PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW

4 The PE Header

The PE header is the general term for a structure named IMAGE_NT_HEADERS. This structure contains
essential info used by the loader. IMAGE_NT_HEADERS has 3 members and is defined in windows.inc thus:

IMAGE NT HEADERS| STRUCT

Zignature DWORD ?
FileHeader IMAGE FILE HEADER <
| OptinnalHeader| IMAGE OPTICHNAL HEADERIZ <=

TMAGE WNT HEADERZ EMNDS

Signature is a DWORD containing the value 50h, 45h, 00h, 00h ("PE" followed by two terminating zeroes).

FileHeader is the next 20 bytes of the PE file and contains info about the physical layout & properties of the
file e.g. number of sections. OptionalHeader is always present and forms the next 224 bytes. It contains info
about the logical layout inside the PE file e.g. AddressOfEntryPoint. Its size is given by a member of
FileHeader. The structures of these members are also defined in windows.inc

FileHeader is defined as follows:

IMAGE FILE HEADER| STRUCT

Machine WORD ?
MurberOfSections WoRD ?
TimeDate3tammp DWoRD ?
PointerToSymbolTable DWORD ?
MNurber OfSvybols DWORD ?
Size0fOptionalHeader WORD ?
Characteristics WoRD ?

IMAGE FILE HEADEER END3

Most of these members are not of use to us but we must modify NumberOfSections if we add or delete any
sections in the PE file. Characteristics contains flags which dictate for instance whether this PE file is an
executable or a DLL. Back to our example in the Hexeditor, we can find NumberOfSections by counting a
DWORD and a WORD (6 bytes) from the start of the PE header (to allow for the Signature and Machine
members):
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01 ¢ 3 4 » & {7 &8 % a3 b ¢ d g §
00000000h: 4D S 50 00 0Oz 00 OO0 00 04 00 OF 00 FF FF 00 00 ; MEP......... Hi .

Q0000010h: BES 00 OO0 00 OO0 00 00 00 40 00 1A OO0 OO0 00 00 00 7 L.eeeass L
000000&0h: 00 00 OO0 00 OO0 OO0 00 00 00 00 00 00 00 00 00 00 7 ceee e eennnnsnns
Q000003 0h: 00 00 OO0 00 00 00 00 00 00 OO0 00 00 00 01 00 00 7 coves s ennnnnnnns
00000040h: BA 10 00 0OE 1F B4 09 CD 21 BS 01 4C CD 21 90 20 ; =.... .I!,.LI'0OO
Q0000050h: 54 63 62 73 Z0 YO 72 oF &7 T2 61 6D 20 &l ¥5 73 ; This prograun mus
ooogoosdh: ¥4 20 62 65 Z0 Y2 75 6E 20 75 6E &4 65 V2 zZ0 57 ; £ be run under W
00000070h: 69 6E 33 32 OD OA 24 37 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 ; in3Z..§7........
0000005 0h: 00 00 OO0 00 OO0 OO0 00 00 00 00 00 00 00 00 00 00 7 (.o e e e nnnennn
00000020k: 00 00 OO0 00 00 00 00 00 00 00 00 00 00 00 00 00 7 . e e m e v e nenna
000000&a0kh: 00 00 OO0 OO0 OO0 OO0 00 00 00 00 00 00 00 00 00 00 7 . e e m e v e nenna
000000k0k: 00 00 OO0 00 OO0 00 00 00 00 00 00 00 00 00 00 00 7 . e e s e v e nenna
000000z0k: 00 00 OO0 00 00 00 00 00 00 00 00 00 00 00 00 00 7 . e e m e v e nnnna
000000dAQkh: 00 00 OO0 00 00 00 00 00 00 OO0 00 00 00 00 00 00 7 .. e e m e v e s enns
000000e0h: 00 00 OO0 00 OO0 00 00 00 00 OO0 00 00 00 00 00 00 7 @ e e e e v e s nnns
Q00000£0h: OO0 OO0 00 00 0o EIEIEII:I 00 00 00 00 00 00 00 00 F ... eennnnnnnnnas

00000100h: 50 45 00 00 4C 01 00 19 5E 42z Zi 00 OO0 OO 00 ; PE..L....*B%....
00000110h: 00 00 OO0 00 EC 00 51 0B 01 02 19 00 AD 0z 00 ; ....&.20.....

This can be verified by using any number of different (freeware) PE tools. For instance in PEBrowsePro:

A B EEHEA S HE B> h

D0S Header
File Header

5

I

5

I

bz Optional Header
- =} Sections

F
5
ar
o

+
+
+-[E rarc

+- £} Imports

+ =} Resources

[Z File Image

DEFALLT CURRENT PATH
Or in LordPE:
Basic PE Header Infarmation
—
EntryPaint: 000z4DE4 Subsysten: 000z | ..| S
Imaget ase; (0400000 MumberQfSections: 0003
SizeDfimage: 00020000 TimeD ateStamp: 28475619 Sections
BazelfCode: 00001000 SizelHeaders: 00000400 ﬂd Directaries
BaseOfData: 00028000 Characteristics: B18E .| FL
Sectiondlignment: | 00007000 Checksum: 00000000 ﬂ —
Filelignment: 00000200 Sizelf0ptionalH eader: OOED 5
Magic: 0108 MumOiRvadndSizes: | 00000010 | + | - | J”ﬂ
L
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Or even from the "Subsystem" button of PEID:

Basic Information
EntryPoint: 0002 ADE4

ImageBase: | 00400000

SizeCfImage: | 00030000

BaseOfCode: | 00001000

BaseOfCata; |00028000

SectionAlignment: | 00001000

Filealignment: | 00000200
Maqgic: 0108

SubSyskem: | 0002
NumberOFSectiDns:

TimeDateStamp: | 28425E19
SizeOfHeaders: | 00000400

Characteristics: | G15E
Checksurn: | 00000000

Size0fOptionalHeader: | O0ED
MumOfRvafndSizes: 00000010

NOTE: PEID is an extremely useful tool - | IMAGE OPTIONAL HEADER3Z STRUCT

its main function is to scan executables Magic WORD
and reveal the packer which has been e el S s i

dt tect th It al MinorLinkerVersion EYTE
used to compress/protec em. . also o i zeOECode DUORD
has the Krypto ANALyser plugin for SizeOfInitializedData DWORD
detecting the use of cryptography in the Size0fUninitializedDbata DWORD
executable e.g. CRC, MD5, etc. It can also AddressOfEntryFoint DWORD
utilise a user-defined list of packer e iy
. L . BaseOfData DWoRD
signatures. This is the first tool to be used ImageBase DORD
when embarking on any unpacking Sectiondligrment DWORD
session. Filelkligrnment DWORD

MajoroOperating3iystenWersion WoRD

Moving on to OptionalHeader, this takes Minoroperating3ystenVersion  WORD

Lt et B = s R s s e

up 224 bytes, the last 128 of which Hajor ImageVersion WORD
contain the Data Directory. Its definition is g e intionde pilt L
. MajorSubsystenWersion WoRD
as follows: MinorSubsvstemWersion WoORD
. WindZVersionWalue DWORD
A"ddr.essOfEn.tryPomt . The RVA of the 51 z20f Image fa
first instruction that will be executed when Sire0fHeaders DWORD
the PE loader is ready to run the PE file. If CheckSum DWORD
you want to divert the flow of execution Subsystem WORD
right from the start, you need to change s il g s L
h | . his field RVA d Jize0f3tackReserve DWORD
the value in this field to a new an SizeOfStackCommit DWORD
the instruction at the new RVA will be SizeQfHeapReserve DWORD
executed first. Executable packers usually Size0fHeapComnit DWORD
redirect this value to their decompression LoaderFlags DWORD
stub, after which execution jumps back to e EAIINEES A )
! ] Datalirectory IMAGE DATA DIRECTORY

the original entry point of the app - the
OEP. Of further note is the Starforce
protection in which the CODE section is not present in the file on disk but is written into virtual memory on
execution. The value in this field is therefore a VA (see appendix for further explanation).

TMAGE OPTICIAL HEADER3IZ END3I

ImageBase -- The preferred load address for the PE file. For example, if the value in this field is 400000h,
the PE loader will try to load the file into the virtual address space starting at 400000h. The word "preferred"
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means that the PE loader may not load the file at that address if some other module already occupied that
address range. In 99% of cases it is 400000h.

SectionAlignment -- The granularity of the alignment of the sections in memory. For example, if the value in
this field is 4096 (1000h), each section must start at multiples of 4096 bytes. If the first section is at
401000h and its size is 10 bytes, the next section must be at 402000h even if the address space between
401000h and 402000h will be mostly unused.

FileAlignment -- The granularity of the alignment of the sections in the file. For example, if the value in this
field is 512 (200h), each section must start at multiples of 512 bytes. If the first section is at file offset 200h
and the size is 10 bytes, the next section must be located at file offset 400h: the space between file offsets
522 and 1024 is unused/undefined.

SizeOflmage -- The overall size of the PE image in memory. It's the sum of all headers and sections aligned
to SectionAlignment.

SizeOfHeaders -- The size of all headers + section table. In short, this value is equal to the file size minus
the combined size of all sections in the file. You can also use this value as the file offset of the first section in
the PE file.

DataDirectory -- An array of 16 IMAGE_DATA_DIRECTORY structures, each relating to an important data
structure in the PE file such as the import address table. This important structure will be discussed in the
next section.

The overall layout of the PE Header can be seen from the following picture in the hexeditor. Note the DOS
header and the parts of the PE header are always the same size (and shape) when viewed in the hexeditor,
the DOS STUB can vary in size:

m i 2 3 4 5 6 ¢ 6 0 ahedae
D0000D00L: (4D 5 50 00 0z OO0 OO0 00 04 OO0 OF 00 FF FF 00 00 ;

00000010h: ES 00 OO OO0 OO OO OO OO 40 0O 1h 0O OO0 OO 00 0O
00000020h: 00 OO OO OO OO OO0 OO0 OO OO0 OO OO0 OO OO0 OO OO0 oo
00000030h: 00 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 OO0 00 01 00 00
00000040h: |EA 10 OO0 OE 1F B4 09 CD 21 ES 01 4C CD 21 50 20|;
00000050h: |54 68 69 73 20 70 72 6F 67 V2 61 6D Z0 6D 75 73 |; This program mus
000000600: |74 20 62 65 20 72 75 6E 20 75 6E 64 65 72 20 57|; t he run under W
00000070h: |69 6E 33 32 OD OA 24 37 00 00 00 00 00 OO0 00 00|: in3Z..$7........
00000050h: OO OO OO OO0 OO OO0 OO0 OO OO0 OO 00 00 00 00 00 000 ... eenennnnnnns
00000090h: OO 00 OO OO0 OO OO0 OO0 OO OO0 OO0 00 00 00 00 00 0007 ..o eeninnnnenns
000000a0h: OO OO OO OO0 OO OO0 OO0 OO OO0 OO0 00 00 00 00 00 000 ..o eeeennanenns
000000k0Oh: OO OO OO OO0 OO OO0 OO0 OO OO0 OO0 00 00 00 00 00 000 ..o eeeennnnnnns
000000c0h: OO OO OO OO0 OO OO0 OO0 OO0 OO0 OO0 00 00 00 00 00 000 ..o eeeinnnannnns
000000dA0h: |00 00 OO0 OO0 OO0 OO0 OO0 OO OO0 OO0 00 00 00 00 00 000 ... eeeinnnnnnns
000000e0h: OO OO OO OO0 OO OO0 OO OO OO0 OO 00 OO0 00 00 00 000 ..o eeeennnnnnns
0O00000£0h: |00 00 OO0 00 OO0 00 OO0 00 00 00 00 00 00 00 00 000 .....eeennnnnnns

00000100k: (SO 45 OO0 O0|4C 01 O8 00 19 SE 42 24 00 00 00 O0): PE..L...."B%.... PE
00000110k: |00 OO0 00 00 EO OO0 SE §1/0B 01 02 19 00 A0 02 O0; ....&.%0..... .. HEADER
00000120h: {00 DE OO OO0 OO0 OO OO0 OO0 B4 AD 02 00 00 10 00 00); .Beue.o.'—ue....

00000130h: {00 BO 02 OO0 OO0 OO 40 OO0 OO0 10 OO0 00 00 02 00 00); .°....B.c.cee....

00000140h: {01 00 OO0 OO0 OO0 OO0 OO0 OO0 04 00 00 00 00 00 00 O0f; ceeeeeennnnee...
00000150h: {00 DO 0F OO0 OO0 04 OO0 OO0 OO0 OO0 OO0 00 02 00 00 00); .Beeeeeeeenn....
00000160h: {00 OO0 10 00 OO0 40 OO0 OO0 OO0 00 10 00 00 10 00 00; ..... Beveinnnns
00000170h: {00 00 00 00 10 00 00 00[00 OO0 OO0 OO0 OO0 OO0 00 O0); «eeeeeennnneen..
000001&0h: 00 DO 0z OO0 1E 18 OO0 OO0 OO 40 03 00 00 SE 00 00f; .B.......R...Z..
00000190h: 00 00 OO0 OO0 OO0 OO0 OO0 OO0 00 00 00 00 00 00 00 00§ eeeeeeennnee...
000001a0h: |00 10 03 00 04 2B O0 OO0 00 OO0 OO OO0 OO0 00 00 00): ..... e DATA
000001b0Oh: |00 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 OO0 OO0 00 OO DIRECTORY
000001cOh: 00 00 0F 00 18 OO0 OO0 OO0 OO0 OO0 OO0 00 00 00 00 O0f; eeeeeennnnee...

000001d0h: |00 00 OO0 00 OO0 OO0 OO0 OO0 00 00 00 00 00 00 00 00§ eeeeeennnneen..

000001e0h: |00 00 OO OO0 OO0 OO OO0 OO0 00 00 00 00 00 00 00 00f; «oeeeeennnnee...

000001£0h: |00 00 00 00 00 00 00 DDI43 4F 44 45 00 00 00 00 § «.u.uu... CODE. ..

00000Z00h: 55 9E 02 OO0 OO0 10 OO0 OO0 00 A0 02 00 00 04 00 00 ; “Zevevenn veen..

00000Z10h: 00 OO0 OO0 00 OO0 OO0 00 00 00 00 00 00 20 00 00 60 7 eeeevennnnes .. k

00000ZZ0h: 44 41 54 41 00 00 O0 OO0 D4 06 OO0 OO0 OO BO 02 OO0 ; DATA....H....°..
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PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW

Besides the PE tools mentioned above, our favourite Ollydbg can also parse the PE headers into a meaningful
display. Open our example in Olly and Press the M button or Alt+M to open the memory map - this shows
how the sections of the PE file have been mapped into memory:

Address

Contains Mapped as

AR488888 | AREE1 BEE | BRSECAHLC FE header Imag AlEA1EAZ
AE4E 1888 | AREZABEE | BASECALC code Imag BlEA16EZ
BE42BE6E | BRER] BEE | BASECAHLC data Imag BlER1GEEZ
BE42CH68 | BREE] BEE | BASECALC Imag BlEA1GEGEZ

ag4z0aa8
AEd2Faaa
AE4 26888
aE4216868
aa4z4888

AREEZa88
AEEE 1888
AEEE 1 AEE
BEEE2AEE
BEEE3888

ERSECALLC
ERSECALLC
ERSECALLC
BRSECALLC
ERSECALC

Imag AlEA16AZ
Imag BlER16ERZ
Imag BlER10G2
Imag BlEA1GBGEZ
Imag Ble8leaz

imports

relocations
CESOUCTES

DInImInI;nInmmm)

Now rightclick on PE header and select Dump in CPU. Next in the hex window, rightclick again and select
special then PE header:

Address |Hex dump HSCII

BE400000] 40 G B9 B O 05 OF 05 64 0GB OF 0B FF FF 0D 0O MZF.8...e.%. .. Backup d
BEAEEG10|BE BE DO GO GO DO 0D BB 46 0O 1A GO 0D 0D OB BB(E....... Babeanns Search for  »
BEAEEGZ6| @G DO OO B9 GO OO OF 0D G0 GF OF GO BB BB B0 DO ..o e.ee..e.. ...

QE406G50| GG DO OF B8 06 DO OO 05 G0 GO OO 00 B0 Bl G0 B0 .. ........e..0.. Go ko ’

AE4EEE48) B 18 88 BE 1F B4 82 CO 21 BS &1 4C CD 21 28 28 HP.HTﬁ =tEAL=tEE
AE4EEEAEE| 54 68 62 V3 28 ¥B Y2 6F 67 72 61 60 28 &0 Y5 73| This program mus

AE4EEEEE| 74 28 62 65 28 Y2 Y5 6E 28 Y5 6E 64 65 Y2 28 57|t be run under W | » Hex 4
AE4EEEATE) 69 6E 33 22 B0 BA 24 2V B8 OO 08 88 B8 B0 B8 88| in32. .5 .. .00 ...

BE4EEE2E) B AR B3 A8 AR OB G0 08 BB OO0 08 08 B8 00 B8 B8 ... .. ... e00aa Text L4
BE4EEETE) BE BB B8 B8 BE 00 B8 B8 BB OO 08 G8 BB OO B8 B8 ..... ... 000000

BE4EEEAE) BE BB B8 A8 B OB GG B8 BB OO0 G5 B8 B8 OB B8 B8 ..... .. 000000 aa. Short L4
BE4EEEES) B BB B8 A8 B OB G0 08 BE OO0 G0 B8 B8 OB B8 B8 ... .. .. ee0aa.

HE4EEECEH) B8 00 B8 88 B8 00 08 88 B8 00 00 88 88 00 08 88| ... . e nnnans Long »
BE4EEE08) B8 00 88 88 B8 00 08 88 B8 00 00 88 88 00 08 B8 ... e nnnans Float Y
AE4EEEES| BB BB B8 A8 B OB B3 88 B8 00 B8 88 B8 B0 B8 B8 ... i iessannnans S

AE4EEAFE| BB BB B8 88 BB BB B8 88 B8 OO B8 88 B8 B0 B8 B8 ... .. e eaaaaas Disassemble
AE4EE1AE) BB 45 B8 88 4C A1 @3 88 19 SE 42 ZH B8 B0 68 88 PE .LEQ. +"Ew.

AE4EE11E) B8 AR B3 88 ER BB SE 21 BB 01 62 19 88 AR 02 68 ..

Special

LA 2BEE, i@,
HE4EE]1 26|88 OE B8 B8 80 00 B8 B8 B4 AD G2 88 88 10 60 68 18
AE4EE1Z6| 06 BR B2 88 80 00 40 88 80 16 G0 88 88 A2 60 88
AE4EEL4E|( 81 BE B8 88 B0 B0 B8 88 A4 B0 OO B8 88 B0 B8 @8
HE4EE156E| B8 CE 63 B8 68 B4 G0 00 68 00 05 68 B2 65 68 60 .

Commanc j
|.-’-\-.nal_l,lsing BASECALC: 1045 heuriztical procedures, 347 calls ba known, 233 calls to gueszed funchions

Appearance  k

Now you should see this:

HAddress |Hex dump Data Comment

vadanicn) 58 45 @@ aa| ASCIT “FE™ FE signature [FE

Ba4aE164 4081 D @14c Machine = IHHEE_FILE_HHCHIHE_ISSG-

[als Ry lap =y =] ] oW aaas HumberOfSections = 8

Ga4aa165| 195E422A OO 2A425E13 TimeDateStanp = 2A42EE19

BE4EE 160 oo FointerTofSumbolTable = @

gaqpE] 1a oo HumberDfSymbols = @

aadaEl 14| Eo@a DO B8EG SLzeDFDptlonalHeader = E@

Ba4aal 16| 8ES1 O S15E Characteristics = EXECUTF!BLE_IHF!EE F2BIT_MA
EE4EE112) BeE1 D alee MagicHumber = PEZZ2

Ba4aa11A| 82 DB A2 MajorLinkerllersion = 2

aa4BE11E| 19 OB 1% MinorL inkerllers ion 19 (25,1
EE4EE11C| GERBEZEE 0D BEZAB6E SizelfCode = ZAGEE [1?2@32 1
ga4eE1z20| GaDECEBE 0D B@acDEDE SizelflnitializedDats = DEGB (S&832.)
AR4BE124 on Zizelflninitial izedlata = A

GE4a601 25| B4ADE20Ea OO a@azA0Ed AddressOfEntryPoint = ZADE4

EE4EE120| 00188688 0D 8@e01668 Ezse0fCode = 1008

AE4EE13H ) AEEARZ2ER 00O BEEZEEEE BazelfData = 2BAAA

GE4a6E134 | GaBa4a08 OO aadana6a ImageBase = 480866

EE4EE122| 00100608 0D 806016068 SectionAlignment = 186E

EE4EE120| GBEZEa8a 0D B@aeze8 FileAlianment = 288

aadaEida Blaa Ol BEal MajordSlersion = 1

HE4EE142)  BEEE Ol BEEE MinordSlersion = @

BE40E144 )| GoEa [l s ] HaJorImageUersmn =8

aadaEide| Boaa OW a8aa Minorlmagellersion = @

BE4EE143) @488 Ol BaEd MajorSubsystemllersion = 4

BE4EE140| G@EE Ol BEEE MinorSubsystemlersion = @

aEd@Eal4c [u]u} Reserued

GE4aE156| BACEEI08 OO a@a3CEDa SizelfImage = 3CEAE (2459344.)
EE4EE154 | GRE4EE0E 0D BoaE46E8 SizelfHeaders = 488 (1824.)

Ba4aE158 oo CheckSum = @

Ga4aa15C| B28a Ol Baaz Subsysterm = IMAGE_SUBSYSTEM_WINDOWS_GUI
BE4EE1EE| @A Ol Bang OLLCharacteristics = @

EE4EE1c0| GREa1a0Ea 0D 831068608 SLzeDFStackReserue = 186880 [18485?6 1
AE4EElcd | BR4ARARA 00O BEEaE4EEE SizelfStackCommit = 4888 [ 16384,
GE4EE165| Ba8a1888 OO 8&1a6868 SizelfHeapReserve = 1BG6GG (18485?6 1
EE4EE1E0C| 01 aEEa0E 0D 806016868 SizelfHeapCommit = 1860 (489, )
Ba4aE17E oo LoaderFlags = B

BE4aE174| 1 BBAEa88 OO a@ac681a HumberO0fRuafAndSizes = 18 (16,1
AE4EE]1TE oo Export Table address = @

BE40E17C oo Export Table size = 8

BE4EE1EE | AEDEE2EE 00O BEEz208EE Import Table address = z20a

Ga4aa134| 1E1S0a08 OO a@a@algiE Import Table size = 1S1E (61?4 1
HE4EE122| 08488208 00 83a246888 Resource Table address = 24068
commanc j

Analpzing BASECALC: 1046 heuristical procedures, 847 calls to known, 233 calls o gueszed functiohs
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PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW

There are some specific points of interest in the optional header. If the last 2 members are both given bogus
values, eg

LoaderFlags = ABDBFFDEh
NumberOfRvaAndSizes = DFFFDDDEhh

Olly will determine the binary is a bad image and will eventually run the app without breaking at the entry
point. If you were working with a virus then you would be infected. To avoid this when analyzing malware,
open the app in the hexeditor and check the header first. If the NumberOfRvaAndSizes field alone is changed
back to 10h the problem is solved. A bogus value in this field can also cause some versions of Softice to
reboot.

In addition the SizeOfRawData field in the section header can be given a very high value for one of the
sections. This will then cause difficulties for many debugging and disassembling tools.

Another strange twist exists in the story of the PE header. Some of you may have noticed there is a section
of garbage data between the DOS stub and the PE header in files linked by Micro$ofts Linker. The origin of
this data has been discussed in at least 3 forums and although it is not necessary to know about it, it is
interesting so I will outline the details here.

PE files produced using M$ development tools contain extra bytes in the DOS stub inserted by the linker
Link.exe at compile time. In all cases, the penultimate DWORD is "Rich". This data is not present in files
produced with other linkers (eg Borland, GCC, fasm, etc). This behavior is exhibited by all versions of M$
Link.exe from v5.12.8078 which is part of the MASM32 package, up to v7.10.3077 which ships with the latest
Visual C++ packages.

The data includes encrypted codes which identify the components used to compile the PE file. It is said to
have led to the prosecution of a virus writer as it allowed M$ to prove that the virus was compiled on his PC.

The dword after "Rich" is a key generated by the linker which repeats several times in the garbage data.
When we compile a program the compiler puts the string "@comp.id" followed by a DWORD-sized compiler
ID number in our obj file. When we link our obj file the linker extracts the comp.id number and XORs it with
the key and writes it in the "garbage" as the 2nd DWORD before "Rich".

The "@comp.id" variables are hard coded:

ML.EXE Ver.6.14.8444 -> comp.id is 1220FC (You can search: FC2012)
ML.EXE Ver.7.00.9466 -> comp.id is 4024FA (search: FA2440)

ML.EXE Ver.7.10.2179 -> comp.id is OF0883 (search: 83080F)

ML.EXE Ver.7.10.3077-> comp.id is OFOCO5 (search: 050COF)

C++ Optimizing Compiler Version 12.00.8804 for 80x86 ->comp.id is 0B2306

The 1st DWORD before "Rich" is the key XORed with a hard coded constant 536E6144h. If we search
"@comp.id" in our obj file and substitute the DWORD after it with zeroes we'll see that the second DWORD
before "Rich" is equal to the key (DWORD after "Rich").

Here is an example of a simple "hello world" type program coded in MASM32 and open in the hexeditor. The
extra bytes are highlighted:
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PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW
01 ¢ 3 4 5 & 7 & 9 a2 b ¢ d e f

00C000000k: 4D SA 90 00 O3 OO0 OO0 OO0 04 00 00 OO0 FF FF 00 00 ; ME) ......... LA
00000010h: BES 00 OO0 00 OO0 00 00 00 40 00 00 00 00 00 00 00 7 L.oeeeaas B
000000E0h: 00 00 OO0 00 00 00 00 00 00 OO0 00 00 00 00 00 00 7 @ wessennnnnsnns
00000030h: 00 00 OO0 00 OO0 OO0 00 00 00 00 00 00 BO 00 00 00 7 @.oeeersnnnns e
00000040h: OE IF BA OE OO0 B4 09 CD 21 BS 01 4C CD 21 54 68 ; ..°.. .I!', .LI!'Th

o000oos0h: 659 73 Z0O Y0 VI 6F &7 Y2 a6l 6D EZ20 63 61 6E 6E &F ; is program canno
ooodooe0h: 74 20 62 65 Z0 Y& 75 6E 20 69 6E Z0 44 4F 53 20 ; £ be run in DOS
0O0000Y0h: 60 6F 64 65 ZE OD OD 04 24 00 00 OO0 OO0 00 00 OO0 ; mode....5.......
00000080h: |50 65 FD C8 19 04 93 9B 192 04 93 9B 19 04 93 9B : JevE.."s. ™ .
00000090h: |27 1B 80 9B 11 04 93 9B E5 Z4 81 9B 183 04 93 9B ; —.€5.."a8%0 »..™»
000000&a0h: |52 69 63 63 12 04 93 9B 00 OO0 00 OO0 OO0 OO OO 00 @ Rich..™:»........
000000kOh: S50 45 00 OO0 4C 01 03 OO 9QE 25 99 42 00 OO0 OO OO @ PE..L...EZ%™E....

000000cz0Oh: OO OO OO OO EO OO OF O1 OB O1 OS5 OC OO0 02 00 00 ! v e@levuernennns
000000dA0k: 00 04 OO0 00 OO0 00 00 00 00 10 00 00 00 10 00 00 7 . e e e e vnnsnna
000000eOh: OO 20 OO0 OO OO OO 40 OO OO 10 OO OO OO 02 OO0 OO ;@ . ... .@.........
000000£f0h: 04 00 OO0 00 04 00 00 00 04 00 00 00 00 00 00 00 7 . e e nnvnnsnna
00000100h: OO0 40 OO0 OO0 OO0 04 OO0 OO0 9B CA OO OO 02 OO0 OO0 00 ;@ .@...... 010 AR,

00000110h: OO0 00 10 00 00 10 00 00 00 00 10 00 00 10 00 00 7 ..o e m e v e e ennn
Q00001E00h: 00 00 OO0 00 10 00 00 00 00 OO0 00 00 00 00 00 00 7 coveeeennnnnsnns
000001300h: 10 20 00 00 3C 00 00 00 00 OO0 00 00 00 00 00 00 7 & vefeeennnnsnns
00000140h: 00 00 OO0 00 00 00 00 00 00 OO0 00 00 00 00 00 00 7 cewe s ennnnnsnns
00000150h: 00 00 OO0 00 00 00 00 00 00 00 00 00 00 00 00 00 7 cewes s ennnnnssns
00000160h: 00 00 OO0 OO0 OO0 OO0 00 00 00 OO0 00 00 00 00 00 00 7 ceee s ennnnnsnns
00000170h: 00 00 OO0 00 00 00 00 00 00 OO0 00 00 00 00 00 00 7 @ e e e nnnnsnna
00000180h: 00 00 OO0 00 00 00 00 00 00 20 00 00 10 00 00 00 7 . veeeeee wnnnna
00000190h: 00 00 OO0 00 00 00 00 00 00 00 00 00 00 00 00 00 7 @ e e e ennnenna
000001&a0h: 00 00 OO0 OO0 OO0 OO0 00 OO0 ZE 74 65 78 74 00 OO0 00 ;@ ......... cext...
000001kbh0h: 26 00 OO0 OO0 OO0 10 00 00 00 02 00 00 00 04 00 00 7 & e eennnnsnna

Fortunately it is possible to patch the linker to stop this behaviour. There is a utility called SignFinder.exe by
Asterix which allows you to find quickly the code which needs patching in any version of Link.exe. Using
v5.12.8078 from MASM32 as an example:

Signature Finder,

File:
S ey & | TN EXE

0004510C

Find r | Ecit
b

So open Link.exe in Olly and press Ctrl+G. Enter 0044510C (the address from signfinder above + ImageBase
of Link.exe which is 400000). Then highlight the add instruction as shown, rightclick and select binary>fill
with NOPs:
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PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW

It should look like this:

Address |Hex dump Dizassembly Comment » | Begisters (FF
I

BE4a516C|] « ES GFABEFEE CALL LINK.B@45rcae LLINK. BB4SFCae ERX BEEEEEEE
GE445111|] . SES0 E@B18@8E | MOU ECH,DWORD PTR 55: [EEF+1EG] ECH BE1ZFFEA
GE445117|] . 894424 1@ FOU OWORD PTR S5:CESP+1@1, EAX ED0X FLOBEESY
Ga445118(] . B3CS AOD EC¥, EAY EEX FFFOCAEE
BG445110(| . 2990 E4616888 (MOU OWORD FT  Backup 3 ESP EE12FFC4
GE4451 55 FFIE 1@114658 |CALL DUWORD P et EEF 6612FFFE
GE445123(| . AB E4BF4208 MOU AL, BYTE Copry 3 ESI FFFFFFFF
GE44517E(| . S48 TEST AL,AL . z Fag
poaasizo|| Lvd g o “suort Lo EER A e Lop
fE445152(] « CF45 34 FFFFFFFA MOU DWORD FT e 3

ea445133|| .vEE @0 JHP SHORT LI|  Assemble Space Fill with 00's e
GE445156(] > G055 34 LER ECK,DWOR | ) A1E
AR44513E(] . 52 PUSH EDX abe : Az
Be44E12F || . FFIE 28114008 |CACLOOWORDOR - \ ik,
GE445145(] . 2304 B4 AOD ESF, 4 i BitiaEe HSE
BE445145|| > 204424 4@ LEA EAX,DWOR  Breaknnint ¥ COpY A
GE44514C(] . SBCD Mol ECH, EEF Binary paste

GE44514E(] . 5@ FLSH EA% Hit trace Err
aa44514F |l . FFIE BgeF4gea | CALL DWORDCE | pr

Address |Hen dump

|Diaaasembly

aa4451ac|| . ES 6FABFFFF CALL LINK.BR43FCEE

BE445111 ] . 2B2D EQ81BAEEA MOU ECH, OWORD PTR SS5:[CEEF+1E@]
aa445117)] . 394424 18 MOY DWORD PTR SS: [ESP+181,ERX

AE4451 1B 206 HOP

aa44511C L] HOP

aEd4451101] . 2980 E4818860 MO OMWRD PTR S5:[EEF+1E41,ECH
aE445122]] > FF1E 18114860 CALL DWORD PTR DS:[<AMSUCRT. _tzset]

Finally rightclick again and select copy to executable>all modifications. Then click "copy all" and rightclick in
the new window that pops up and select save file. The other versions of link.exe have the same code
sequence at different locations which is patched in the same way.

If we use the patched linker to

recompile the same example program we

see the extra bytes have gone:

The only other differences between the 2 files are of course e_lfanew
TimeDateStamp and SizeOfHeaders (which is effectively the offset of the first section).
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IR e R [ O -
ooooo000h: 4D 5S4 90 00 O3 00 OO OO0 O4 OO0 QO QO FF OFF OO OO 4 | Vi
00000010k: EBS 00 OO0 OO0 OO0 00O OO0 OO0 40 00 OO0 OO0 QOO0 QOO0 o0 oo e e B.......
O0O0002Z0k: 00 OO0 OO0 OO0 OO0 0O OO0 OO0 OO0 00 00 00 00 00 00 00 2 o e e e e enasnannns
0000003 0h: 00 OO0 OO0 OO0 OO0 00 00 OO0 OO0 00 00 00 S0 00 00 00 2 e e eeennnns B
oooood40h: QE 1F BA COE OO0 B4 09 <D 21 BE 01 4C <D 21 54 &8 .°..'.f!A.Lf!Th
ooooa0s0h: 69 7?3 20 70 72 6F &7 72 61 6D 20 &3 61 6E &E &F is progrsatm canno
ooooade0h: 74 20 62 65 20 72 75 6E 20 62 6E 20 44 4F 53 20 t bhe run in DO3
ooooa0?0h: 6D &6F &4 65 ZE OD OD OA 24 00 00O OO0 OO0 OO OO0 Qo mode....5.......
ooooQ0&80nh: 50 45 00 OO0 4C 01 O3 00 C1 42 C°7 42 00 OO0 OO0 0o FE..L. ABCEH
ooooad20h: 00 OO0 00 OO0 EO QO OF Ol OB 01 05 OC 00 02 00 oo T
O00000a0kh: 00O 04 OO0 OO0 OO0 00 OO0 00 OO0 10 00 00 00 10 00 00 2 i e e e e enasnannns
O0O0000k0OK: 0O 20 00 OO OO0 QOO 40 OO0 OO0 10 00 Qo0 oo 02 00 oo O L
000000c0k: O4 OO OO0 OO O4 00 OO0 OO0 CO4 00 00 00 00 00 OO0 00 2 ... s e e e e e e nnnnas
ooo000d0h: 00 40 00 OO0 00 02 OO0 00 ZA A QOO OO 02 OO0 OO0 oo N . L
00O000C0e0h: 0O OO0 10 OO0 OO0 10 00 00 00 00 10 00 00 10 00 00 2 i e e e e enasnannns
000000f0k: OO0 OO OO0 OO0 10 00 00 00 OO 00 00 00 00 00 OO0 00 2 ... e e e e e e e nnmnns
oooo0100k: 10 20 00 OO0 3C 00 OO0 OO0 OO0 00 00 Qo0 oo oo oo oo A R
o0000110h: 00 OO0 OO0 OO0 OO0 00 00 OO0 OO0 00 00 00 00 00 00 00 2 i e e eeennsnannns
00000120k: OO OO OO0 OO OO OO0 OO0 OO0 OO 00 00 00 00 00 OO0 00 2 ... e e e e e e e nnmnas
O0000130k: 00 OO0 OO0 OO0 OO0 0O OO0 OO0 OO0 00 00 00 00 00 00 00 2 ioe e e e enasnannns
o0o00140h: 00 OO0 OO0 OO0 OO0 00 OO0 OO0 OO0 00 00 00 00 00 00 00 2 o e e e e ennsnannns
O0000150k: 00 OO0 OO0 OO0 OO0 00 OO0 00 00 20 00 00 10 00 00 00 2 @i iee wewans
O0000160k: 00 OO0 OO0 OO OO0 0O OO0 OO0 OO0 00 00 00 00 00 00 00 2 o e e e e enaanannns
oooo00170h: 00 OO0 OO0 OO0 OO0 00 00 00 Z2E 74 65 78 74 00 00 00 2 oo eeeweuns Text
oooo0i180h: Z6 00 OO0 OO OO0 10 OO0 OO0 OO0 02 00 00 oo 02 o0 oo E i e i i e e
00o00190n0h: 00 OO0 OO0 OO0 00 00 00 OO0 OO0 00 00 00 20 00 00 60 7 e e e e ewnnns
o0oo001abh: ZE 72 64 61 74 61 OO0 00 S92 00 00 QOO0 OO0 20 00 0O rdata..”

(the offset of the PE header),
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PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW
5 The Data Directory

To recap, DataDirectory is the final 128 bytes of OptionalHeader, which in turn is the final member of the
PE header IMAGE_NT_HEADERS.

As we have said, the DataDirectory is an array of 16 IMAGE_DATA_DIRECTORY structures, 8 bytes
apiece, each relating to an important data structure in the PE file. Each array refers to a predefined item,
such as the import table. The structure has 2 members which contain the location and size of the data
structure in question:

IMAGE DATAL DIRECTORY ITRUCT
Virtualiddress DWORD 7
izize DITORD ?

IMAGE DATAL DIRECTORY END3

VirtualAddress is the relative virtual address (RVA) of the data structure (see later section).
isize contains the size in bytes of the data structure.

The 16 directories to which these structures refer are themselves defined in windows.inc:

IMAGE DIRECTORY ENTRY EXPORT equ O
IMAGE DIRECTORY ENTRY TMPORT equ 1
TMAGE DIRECTORY ENTREY RESOURCE equ &
TMAGE DIRECTORY ENTRY EXCEPTICHN egqu 3
TMAGE DIRECTORY ENTREY SECURITY equ 4
TMAGE DIRECTORY ENTRY BASERELOC equ 5
TMAGE DIRECTORY ENTRY DEEUG equ 6
TMAGE DIRECTORY ENTRY COPYRIGHT equ 7
TMAGE DIRECTORY ENTRY GLOBALPTR equ S
TMAGE DIRECTORY ENTEY TL3 equ 9
TMAGE DIRECTORY ENTRY LOAD CONFIG equ 10
TMAGE DIRECTORY ENTRY BOUND IMPORT equ 11
TMAGE DIRECTORY ENTEY TIAT egqu 12
TMAGE DIRECTORY ENTRY DELAY TMPORT egqu 13
IMAGE DIRECTORY ENTRY CoOM DESCRIPTOR equ 14
IMAGE NUMBEROF DIRECTORY ENTRIES equ 16

For example, in LordPE the data directory for our example executable contains only 4 members
(highlighted). The 12 unused ones are shown filled with zeros:
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For example,

PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW

Directory Information

EwxportT able;

Irpart T abile;

Fesource:

E xception:

Security:

R elocation:

Debug:

Copyright:
Globalptr:

Tl=T able:
LoadConfig:

Boundlmport:
[AT:
Delaylmport;

COM:

Rezemnved:

in the above picture the

R, Ok

| 00000000 | ooooooo | L. L) H| Q
| ooozpoo00| [ 0000151E] .| L H|
00034000] | 00002€00] | L | H|

0oaa00a0 | 0oaa000a Hﬂ
I:II:IEII:IEIEIEII:I| 0aaa00aa ﬂ

00031000] [ ooo0ze04] .| L) H]|
00000000 | 00000000 || L | H]
00000000 | 00000000 .| L] H]|

000aaaaa | 00oaaaaa

|
|
|
|
|
|
| oooz0000] [ ooooo01g| .| L] H|
|
|
|
|
|
|

Size

00000000 | 00000000 | L | H|

00000000 | 00000000 ... | L | H]

00000000 | 00000000 H]
00000000 | 00000000 | L H]|

00000000 | 00000000 .| L H|
H

000a0aaa | 00oaaaaa

"import table"

structure, the first DWORD being VirtualAddress and the last being isize.

00o000100h:
00000110h:
00000120h:
0000013 0h:
00000140h:
00000150h:
00000160h:
0000017 0h:
0o0000180h:
00o000190h:
000001a0h:
000001b0h:
0o00001e0h:
000001d0h:
000001e0h:
000001E£0h:
00000Z00h:

50
oo
oo
oo
01
oo
oo
oo

45
uls]
DE
EO
ao
oo
ao
[uls]

oo
oo
oo
oz
oo
03
10
oo

oo
uls]
oo
oo
ao
uls]
ao
juls]

4
ED
oo
ula]
ao
ula]
ao
10

01
oo
oo
oo
oo
04
40
oo

05
SE
oo
40
ao
uls]
ao
juls]

oo
51
oo
oo
oo
oo
oo
oo

19
OF
E4
oo
04
oo
oo

5E
o1
AD
10
ao
uls]
oo

42
[}
oz
oo
oo
oo
10

ZA
19
oo
oo
ao
uls]
oo

oo
oo
oo
oo
oo
0z
0o

oo
]
10
oz
oo
oo
10

oo
0z
oo
oo
ao
oo
oo

oo :
oo o e
BT oot pogvg s WAL oo
El ey
ao o
oo ;
a0 :

* The 16 Data
Directories

ju]s]

o0 00 00 00 o0 00 00f ;

oo

oo

0z

oo

1E

13

oo

(]

oo

40 03 00 00 8E 00 00): .2.......B...E..

oo

juju]

oo

oo

ao

oo

oo

a0

oo

00 00 00 00 00 oo 00 ;

oo

10

03

oo

04

ZEB

oo

ju]u]

oo

o0 00 00 00 00 00 00f

oo

juju]

oo

juju]

juju]

oo

juju]

oo

juju]

00 00 00 00 00 oo 00 ;

oo

oo

03

oo

15

ju]u]

oo

ju]u]

oo

o0 00 00 00 00 00 00)

oo

oo

oo

oo

oo

[]u]

oo

oo

oo

o0 00 00 00 00 o0

0o) ;

oo

juls]

oo

juls]

oo

[ ]]

juls]

oo

[u]s]

o0 00 00 00 o0 00 00f ;

oo

juls]

[u]u]

juls]

oo

[u]u]

juls]

oo

88

SE

0z

aa

aa

10

aa

ao

43
oo

4F
A0

44
oz

45
oo

oo
oo

[ula]
04

oo
oo

oo o
B R e e i et s

fields contain the RVA and size of the
IMAGE_IMPORT_DESCRIPTOR array - the Import Directory. In the hexeditor, the picture below shows the
PE header with the data directory outlined in red. Each box represents one IMAGE_DATA_DIRECTORY

The Import Directory is highlighted in pink. The first 4 bytes are the RVA 2D000h (NB reverse order). The
size of the Import Directory is 181Eh bytes. As we said above the position of these data directories from the
beginning of the PE header is always the same i.e. the DWORD 80 bytes from the beginning of the PE header
is always the RVA to the Import Directory.

To locate a particular directory, you determine the relative address from the data directory. Then use the
virtual address to determine which section the directory is in. Once you determine which section contains the
directory, the section header for that section is then used to find the exact offset.
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6 The Section Table

This follows immediately after the PE header. It is an array of IMAGE_SECTION_HEADER structures, each
containing the information about one section in the PE file such as its attribute and virtual offset. Remember
the number of sections is the second member of FileHeader (6 bytes from the start of the PE header). If
there are 8 sections in the PE file, there will be 8 duplicates of this structure in the table. Each header
structure is 40 bytes apiece and there is no "padding" between them. The structure is defined in windows.inc
thus:

TMAGE JIECTICHN HEADER STRUCT

MWarne 1 BYTE IMAGE 3TEZEOQF SHORT NAME dup|?)
union Mise

Physicalhddress DWORD ?

Virtualiize DWORD ?
ends
Virtualiddress DIWORD ?
FizeOfRawhata DIWORD ?
PointerToRawData DIWORD ?
PointerToRelocations DWORD ?
PointerTolLinenubers DWORD ?
MumwbherOfRelocations WoORD 7
MumbherOfLinenumbers WoORD 7
Characteristics DIIORD 7

TMAGE SECTION HEADER END3I

TMAGE ZIZEOQF ZHORT MNAMNE equ &

Again, not all members are useful. I'll describe only the ones that are really important.

Namel -- (NB this field is 8 bytes) The name is just a label and can even be left blank. Note this is not an
ASCII string so it doesn't need a terminating zero.

VirtualSize -- (DWORD union) The actual size of the section's data in bytes. This may be less than the size
of the section on disk (Size OfRawData) and will be what the loader allocates in memory for this section.

VirtualAddress -- The RVA of the section. The PE loader examines and uses the value in this field when it's
mapping the section into memory. Thus if the value in this field is 1000h and the PE file is loaded at
400000h, the section will be loaded at 401000h.

SizeOfRawData -- The size of the section's data in the file on disk, rounded up to the next multiple of file
alignment by the compiler.

PointerToRawData -- (Raw Offset) - incredibly useful because it is the offset from the file's beginning to
the section's data. If it is 0, the section's data are not contained in the file and will be arbitrary at load time.
The PE loader uses the value in this field to find where the data in the section is in the file.

Characteristics -- Contains flags such as whether this section contains executable code, initialized data,
uninitialized data, can it be written to or read from (see appendix).

NOTE: When searching for a specific section, it is possible to bypass the PE header entirely and start parsing
the section headers by searching for the section name in the ASCII window of your hexditor.

Back to our example in the hexeditor, our file has 8 sections as we saw in the PE header section.
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000001f0h: 00 00 OO0 00 00 00 00 00043 4F 44 45 00 00 00 00 ... .. ~CODE

Q0000200h: |§8 2E 02 00 00 10 00 00 00 Ao 0Z DDIDD 04 oo DDI; e
000002 10h: |00 00 OO0 00 00 00 00 00 00 00 00 00 20 00 00 607 @ oweessanaas e
00000220h: (44 41 54 41 00 00 00 OO0 D4 06 00 00 00 BO 02 00| =dfDATAY...0....%..

00000230h: |00 O3 oo DDIDD Agd 02 DDIDD o0 oo 00 oo 00 00 oof: ..... e AT T L
00000240h: {00 00 00 00 40 00 00 CO|42 53 53 00 00 00 00 00): ... RaB33)....
00000250h: {78 06 00 00 OO0 CO 02 00 00 00 o0 oof@0 AC 02 aof~ =....A....... .
000002 60h: |00 00 OO0 OO0 OO0 OO0 00 00 00 00 00 00 00 00 00 CO|7 .oy esssnnnnnss i
Q0000270h: |2E 69 64 61 74 61 00 00 1E 15 00 00 00 DO 02 00| i-idatal...... b..
00000280h: |00 1A OO0 OO0(00 AC OZ DDIDD o0 oo 00 oo 00 00 oof: ..... SRR
00000290h: {00 00 00 00 40 00 00 CO|2ZE 74 &C 73 00 00 00 00f: ....R..3tls

Q00002&a0h: |05 00 OO0 OO0 OO0 FO 02 OO0 00 00 00 DDIDD Ca 02 DDI; ..... [ E..
Q00002kh0h: |00 00 OO0 00 00 00 00 00 00 00 00 00 00 00 00 CO|7 v esssnnnnnss i
Q00002c0h: |2E 72 64 61 74 61 00 00 13 OO0 00 OO0 00 00 03 00| ;-Ardatal . .oeee...
000002d0h: |00 0Z 00 O0p00 €6 O£ O0j 00 00 00 00 00 00 00 00 ..... Bise il
OO000Ze0Oh: |00 OO0 OO0 OO0 40 00 OO0 SO|2ZE 72 65 6C 6F 63 00 00| ....0..Rdreloc).
Q00002 £0h: |04 2B OO0 OO0 00 10 03 00 00 Z2< 00 DDIDD c3 02 DDI; i a et et PR
Q000035300h: |00 00 00 00 00 00 00 00 00 00 00 00 40 00 00 507 @ceeersnnnns @..F
00000310h: [2E 72 73 72 63 00 00 00 00 SE 00 00 00 40 03 00| p{rsrci...2...0..

00000320h: |00 SE 00 00[00 F2 02 00)00 00 00 00 00 00 00 00): 2. 8.eeeeenens
00000330h: |00 00 00 OO0 40 00 00 50 0. 00 00 00 00 B0 ¢ scweolie o
00000340h: 00 OO0 00 OO0 OO DO O3 OO 00 00 00 52403 00 s e Ditotsarcotoan speye
00000350h: 00 OO0 00 OO0 OO0 00 OO0 OO0 00 00 00 00 40 00 p sacutia o mne ol
O0000360k: OO0 OO0 00 OO0 OO0 00 OO0 OO0 00 OO0 00 00 00 00 00 00 ;PFHFF?f[PF???ﬁ??ia
0ODOD370h: 0O OO0 OO OO0 OO 00 OO0 00 o0 oo oo oo oo oo oo oo ; Nelds highlighted
O0000380h: 00 OO0 00 OO0 OO0 00 OO0 00 00 00 00 00 00 00 00 00 § ve e vnenenenesns

After the section headers we find the sections themselves. In the file on disk, each section starts at an offset
that is some multiple of the FileAlignment value found in OptionalHeader. Between each section's data there
will be 00 byte padding.

When loaded into RAM, the sections always start on a page boundary so that the first byte of each section
corresponds to a memory page. On x86 CPUs pages are 4kB aligned, whilst on IA-64, they are 8kB aligned.
This alignment value is stored in SectionAlignment also in OptionalHeader.

For example, if the optional header ends at file offset 981 and FileAlignment is 512, the first section will start
at byte 1024. Note that you can find the sections via the PointerToRawData or the VirtualAddress, so there is
no need to bother with alignments.

In the picture above, the Import Data Section (.idata) will start at offset 0002AC00h (highlighted pink, NB
reverse byte order) from the start of the file. Its size, given by the DWORD before, will be 1A00h bytes.
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7 The PE File Sections

The sections contain the main content of the file, including code, data, resources, and other executable
information. Each section has a header and a body (the raw data). The section headers are contained in the
Section Table but section bodies lack a rigid file structure. They can be organized almost any way a linker
wishes to organize them, as long as the header is filled with enough information to be able to decipher the
data.

An application for Windows NT typically has the nine predefined sections named .text, .bss, .rdata, .data,
.rsrc, .edata, .idata, .pdata, and .debug. Some applications do not need all of these sections, while others
may define still more sections to suit their specific needs.

Executable Code

In Windows NT all code segments reside in a single section called .text or CODE. Since Windows NT uses a
page-based virtual memory management system, having one large code section is easier to manage for both
the operating system and the application developer. This section also contains the entry point mentioned
earlier and the jump thunk table (where present) which points to the IAT (see import theory).

Data

The .bss section represents uninitialized data for the application, including all variables declared as static
within a function or source module.

The .rdata section represents read-only data, such as literal strings, constants, and debug directory
information.

All other variables (except automatic variables, which appear on the stack) are stored in the .data section.
These are application or module global variables.

Resources

The .rsrc section contains resource information for a module. The first 16 bytes comprises a header like most
other sections, but this section's data is further structured into a resource tree which is best viewed using a
resource editor. A good one, ResHacker, is free and allows editing, adding, deleting, replacing and copying

resources:
E4 Resource Hacker - C:\Program FilesiHex Tools\BASECALC. EXE [’._|[’E|rz|
File Edit Wiew Action Help
+-(27 Cursor 4‘_\_ e -
+-[Z7 lcon 16 % 16 (16 colors) - Ordinal namwe: 1| § {
= ngng Table 32 x 32 (16 colors) - Ordinal name: 2 Jcun
: DRCData 32 x 32 (2 colors) - Ordinal name: 3 ooos
IEXTEN
+-[7 Cursor Group CELT:
-3 leon Group ELLL
= MAINICOMN

&0 3
+-[_7] Mersian Info hd hal
Line: 1 43
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EA Resource Hacker - C:\Program Files\Hex Tools\BASECALC. EXE

File Edit “iew R

+-[] Cursar Save Resource as a binary file ... [ ==

+-[27 lcon Save Resource as a *.res file ... — Ordinal name: 1 ||HHH

+-(Z7 String Ta Save [Icon Group : MAINICOMN ; 0] ... —DD;c.iin?l HnEtne 32 EEEE
rdinal name:

+-(3 RCData Save [ Icon Group ] resources ... ——

+-Cursor G save all Resources ... CEEE

-3 lcan Gray HonE

—) 5 MAINI Replace Icon ...
@ 0 Replace Cursor .,

. Replace Bitmap ...
+-[27 Wersian | i ;
Replace other Resource | ..

Update all Resources ...

Add a new Resource ...

Rename Resource [Ioon Group ; MAIMICOMN 0]
Delete Resource [Ioon Group @ MAIMICOMN @ 0]

Line: & 43

This is a powerful tool for cracking purposes as it will quickly display dialog boxes including those concerning
incorrect registration details or nag screens. A shareware app can often be cracked just by deleting the
nagscreen dialog resource in ResHacker.

Export data

The .edata section contains the Export Directory for an application or DLL. When present, this section
contains information about the names and addresses of exported functions. We will discuss these in greater
depth later.

Import data

The .idata section contains various information about imported functions including the Import Directory and
Import Address Table. We will discuss these in greater depth later.

Debug information

Debug information is initially placed in the .debug section. The PE file format also supports separate debug
files (normally identified with a .DBG extension) as a means of collecting debug information in a central
location. The debug section contains the debug information, but the debug directories live in the .rdata
section mentioned earlier. Each of those directories references debug information in the .debug section.

Thread Local Storage

Windows supports multiple threads of execution per process. Each thread has its own private storage, Thread
Local Storage or TLS, to keep data specific to that thread, such as pointers to data structures and resources
that the thead is using. The linker can create a .tls section in a PE file that defines the layout for the TLS
needed by routines in the executable and any DLLs to which it directly refers. Each time the process creates
a thread, the new thread gets its own TLS, created using the .tls section as a template.

Base Relocations
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When the linker creates an EXE file, it makes an assumption about where the file will be mapped into
memory. Based on this, the linker puts the real addresses of code and data items into the executable file. If
for whatever reason the executable ends up being loaded somewhere else in the virtual address space, the
addresses the linker plugged into the image are wrong. The information stored in the .reloc section allows
the PE loader to fix these addresses in the loaded image so that they're correct again. On the other hand, if
the loader was able to load the file at the base address assumed by the linker, the .reloc section data isn't
needed and is ignored.

The entries in the .reloc section are called base relocations since their use depends on the base address of
the loaded image. Base relocations are simply a list of locations in the image that need a value added to
them. The format of the base relocation data is somewhat quirky. The base relocation entries are packaged in
a series of variable length chunks. Each chunk describes the relocations for one 4KB page in the image.

For example, if an executable file is linked assuming a base address of 0x10000. At offset 0x2134 within the
image is a pointer containing the address of a string. The string starts at physical address 0x14002, so the
pointer contains the value 0x14002. You then load the file, but the loader decides that it needs to map the
image starting at physical address 0x60000. The difference between the linker-assumed base load address
and the actual load address is called the delta. In this case, the delta is 0x50000. Since the entire image is
0x50000 bytes higher in memory, so is the string (now at address 0x64002). The pointer to the string is now
incorrect. The executable file contains a base relocation for the memory location where the pointer to the
string resides. To resolve a base relocation, the loader adds the delta value to the original value at the base
relocation address. In this case, the loader would add 0x50000 to the original pointer value (0x14002), and
store the result (0x64002) back into the pointer's memory. Since the string really is at 0x64002, everything
is fine with the world.
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8 The Export Section

This section is particularly relevant to DLLs. The following passage from Win32 Programmer's Reference
explains why:

In Microsoft® Windows®, dynamic-link libraries (DLL) are modules that contain functions and data. A DLL is
loaded at runtime by its calling modules [ EXE or OLL). YWhen a DLL is loaded, it is mapped into the address
space of the calling process.

OLLs can define two kinds of functions: exported and internal. The exported functions can be called by ather
modules. Internal functions can only be called from within the DLL where they are defined. Although DLLs
can export data, its data is usually anly used by its functions.

DLLs provide a way to modularize applications so that functionality can be updated and reused more easilly.
They also help reduce memory overhead when several applications use the same functionality at the same
tirme, because although each application gets its own copy of the data, they can share the code.

The Microsofte Win32e application programming interface (A1) is implemented as a set of dynamic-link
libraties, so any process using the Win32 APl uses dynamic linking.

Functions can be exported by a DLL in two ways; "by name" or "by ordinal only". An ordinal is a 16-bit
(WORD-sized) number that uniquely identifies a function in a particular DLL. This number is unique only
within the DLL it refers to. We will discuss exporting by ordinal only later.

If a function is exported by name, when other DLLs or executables want to call the function, they use either
its name or its ordinal in GetProcAddress which returns the address of the function in its DLL. The Win32
Programmer's Reference explains how GetProcAddress works (although in reality there is more to it, not
documented by M$, more on this later). Note the sections I have highlighted:
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- Win32 Programmer's Reference E|[E|E|
File Edit Bookmark Options Help

Eontents‘ Index | | 44 | B |
GetPI'OCAdd ress |Dui|::k Inful | Dvewiewl | Group |
The GetProcAddress function returns the address of the specified exported dynamic-link library (DLL) &
function.
FARPROC GetProcAddress(
HMODULE AMochuiz, M handle to DLL module
LPCSTR lpProcMarme # name of function
);
Parameters
hldoduie

[dentifies the DLL module that contains the function. The LoadLibrary or GetModuleHandle function
returns this handle.

InFrachame
Faints to a null-terminated string containing the function name, or specifies the function's ordinal value.
If this parameter is an ardinal walue, it rmust be in the low-order word; the high-order word must be zero.

Return Values
If the function succeeds, the return value is the address of the DLL's exported function.

If the function fails, the return value is NULL. To get extended error information, call GetLastError.

Remarks
|The GetProcAddress function is used to retrieve addresses of exported functions in DLLs.

The spelling and case of the function name paointed to by oProchame must be identical to that in the
EXPORTS staterment of the source DLL's module-definition (. DEF) file.

The IpFProchiame parameter can identify the DLL function by specifying an ordinal value associated with the
function in the EXPORTS statement. GetProcAddress verifies that the specified ordinal is in the range 1
through the highest ordinal value exparted in the \DEF file. The function then uses the ordinal as an index to
read the function's address from a function table. [If the .DEF file does not number the functions
consecutively from T to M (where N is the number of exported functions), an error can ocour where
GetProcAddress returns an invalid, non-MULL address, even though there is no function with the specified
ordinal.

In cases where the function may not exist, the function should be specified by name rather than by ordinal
value.

GetProcAddress can do this because the names and addresses of exported functions are stored in a well
defined structure in the Export Directory. We can find the Export Directory because we know it is the first
element in the data directory and the RVA to it is contained at offset 78h from the start of the PE header (see
appendix).

The export structure is called IMAGE_EXPORT_DIRECTORY. There are 11 members in the structure but
some are not important:
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TMAGE EXPORT DIRECTORY 3TRUCT

Characteristics DWORD ?
TimeDate3tammp DWORD ?
MajorWVersion WoRD ?
MHinorWVersion WoRD ?
nlame DIORD 2
nBase DWORD ?
NurberOfFunctions DWORD ?
MNurbher OfNames DWORD ?
bddressOfFunctions DWORD ?
LddressOfNames DWORD ?
LddressOfNameOrdinals DWORD ?

TMAGE EXPORT DIRECTORY ENDS

nName -- The internal name of the module. This field is necessary because the name of the file can be
changed by the user. If that happens, the PE loader will use this internal name.

nBase -- Starting ordinal number (needed to get the indexes into the address-of-function array - see
below).

NumberOfFunctions -- Total number of functions ( also referred to as symbols) that are exported by this
module.

NumberOfNames -- Number of symbols that are exported by name. This value is not the number of all
functions/symbols in the module. For that number, you need to check NumberOfFunctions. It can be 0. In
that case, the module may export by ordinal only. If there is no function/symbol to be exported in the first
case, the RVA of the export table in the data directory will be 0.

AddressOfFunctions -- An RVA that points to an array of pointers to (RVAs of) the functions in the module
- the Export Address Table (EAT). To put it another way, the RVAs to all functions in the module are kept in
an array and this field points to the head of that array.

AddressOfNames -- An RVA that points to an array of RVAs of the names of functions in the module - the
Export Name Table (ENT).

AddressOfNameOrdinals -- An RVA that points to a 16-bit array that contains the ordinals of the named
functions - the Export Ordinal Table (EOT).
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IMAGE_EXPORT
_DIRCTORY

—>"FO0 OLL"

Export Address Table (RYWAs)

HFunclions — Name 1 Name 2 "Bar”

Table

Table

Thus the IMAGE_EXPORT_DIRECTORY structures point to three arrays and a table of ASCII strings. The
important array is the EAT, which is an array of function pointers that contain the addresses of exported
functions. The other 2 arrays (EAT & EOT) run parallel in ascending order based on the name of the function
so that a binary search for a function's name can be performed and will result in its ordinal being found in the
other array. The ordinal is simply an index into the EAT for that function.

AddressOiNames AddressOiNameOrdinals

A, of Mame 1 Index of Name |

A, of Name 2 Index of Mame 2 |

A, of Name 3 Index of Mame 3

A of MName 4 Index of Mame 4

Lof Mamea N Inclex of MNarme M

Since the EOT array exists as the linkage between the names and the addresses, it cannot contain more
elements than the ENT array, i.e. each name can have one and only one associated address. The reverse is
not true: an address may have several names associated with it. If there are functions with "aliases" that
refer to the same address then the ENT will have more elements than the EOT.
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For example, if a DLL exports 40 functions, it must have 40 members in the array pointed to by
AddressOfFunctions (the EAT) and the NumberOfFunctions field must contain the value 40.

To find the address of a function from its name, the OS first obtains the values of NumberOfFunctions and
NumberOfNames in the Export Directory. Next it walks the arrays pointed to by AddressOfNames (the ENT)
and AddressOfNameOrdinals (the EOT) in parallel, searching for the function name. If the name is found in
the ENT, the value in the associated element in the EOT is extracted and used as the index into the EAT.

For example, in our 40-function-DLL we are looking for functionX. If we find the name functionX (indirectly
via another pointer) in the 39th element in the ENT, we look in the 39th element of the EOT and see the
value 5. We then look at the 5th element of the EAT to find the RVA of functionX.

If you already have the ordinal of a function, you can find its address by going directly to the EAT. Although
obtaining the address of a function from an ordinal is much easier and faster than using the name of the
function, the disadvantage is the difficulty in the maintaining the module. If the DLL is upgraded/updated and
the ordinals of the functions are altered, other programs that depend on the DLL will break.

Exporting by Ordinal Only

NumberOfFunctions must be at least equal to NumberOfNames. However sometimes NumberOfNames is less
than NumberOfFunctions. When a function is exported by ordinal only it doesn't have entries in both ENT and
EOT arrays - it doesn't have a name. The functions that don't have names are exported by ordinal only.

For example, if there are 70 functions but only 40 entries in the ENT, it means there are 30 functions in the
module that are exported by ordinal only. Now how can we find out which functions these are? It's not easy.
You must find out by exclusion, i.e. the entries in the EAT that are not referenced by the EOT contain the
RVAs of functions that are exported by ordinal only.

The programmer can specify the starting ordinal number in a .def file. For example, the tables in the picture
above could start at 200. In order to prevent the need for 200 empty entries first in the array, the nBase
member holds the starting value and the loader subtracts the ordinal numbers from it to obtain the true
index into the EAT.

Export Forwarding

Sometimes functions which appear to exported from a particular DLL actually reside in a completely different
DLL. This is called export forwarding For example, in WinNT, Win2k and XP, the kernel32.dll function
HeapAlloc is forwarded to the RtlAllocHeap function exported by ntdll.dll. NTDLL.DLL also contains the native
API set which is the direct interface with the windows kernel. Forwarding is performed at link time by a
special instruction in the .DEF file.

Forwarding is one technique Microsoft employs to expose a common Win32 API set and to hide the significant
low-level differences between the Windows NT and Windows 9x internal API sets. Applications are not
supposed to call functions in the native API set since this would break compatibility between win9x and
2k/XP. This probably explains why packed executables which have been unpacked and had their imports
reconstructed manually on one OS may not run on the other OS because the API forwarding system or some
other detail has been altered.

When a symbol (function) is forwarded its RVA clearly can't be a code or data address in the current module.
Instead the EAT table contains a pointer to an ASCII string of the DLL and function name to which it is
forwarded. In the prior example it would be NTDLL.RtlIAllocHeap
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If therefore the EAT entry for a function points to an address inside the Exports Section (ie the ASCII string)
rather than outside into another DLL, you know that function is forwarded.
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9 The Import Section

The import section (usually .idata) contains information about all the functions imported by the executable
from DLLs (see last section for explanation). This information is stored in several data structures. The most
important of these are the Import Directory and the Import Address Table which we will discuss next. In
some executables there may also be Bound_Import and Delay_Import directories. The Delay_Import
directory is not so important to us but we will discuss the Bound_Import directory later.

The Windows loader is responsible for loading all of the DLLs that the application uses and mapping them into
the process address space. It has to find the addresses of all the imported functions in their various DLLs and
make them available for the executable being loaded.

The addresses of functions inside a DLL are not static but change when updated versions of the DLL are
released, so applications cannot be built using hardcoded function addresses. Because of this a mechanism
had to be developed that allowed for these changes without needing to make numerous alterations to an
executable's code at runtime. This was accomplished through the use of an Import Address Table (IAT). This
is a table of pointers to the function addresses which is filled in by the windows loader as the DLLs are
loaded.

By using a pointer table, the loader does not need to change the addresses of imported functions everywhere
in the code they are called. All it has to do is add the correct address to a single place in the import table and
its work is done.

The Import Directory

The Import Directory is actually an array of IMAGE_IMPORT_DESCRIPTOR structures. Each structure is 20
bytes and contains information about a DLL which our PE file imports functions from. For example, if our PE
file imports functions from 10 different DLLs, there will be 10 IMAGE_IMPORT_DESCRIPTOR structures in
this array. There's no field indicating the number of structures in this array. Instead, the final structure has
fields filled with zeros.

As with Export Directory, you can find where the Import Directory is by looking at the Data Directory (80
bytes from beginning of PE header). The first and last members are most important:

ITMAGE THMPORT DESCRIPTOR STRUCT

union
Characteristics DWORD 2
OriginalFirstThunk DWORD 7
ends
Timebate3tanp DWORD 2
Forwarderihain DWoORD 7
Warme 1 DTORD ?
FirstThunk DTORD ?

IMAGE THPORT DESCEIPTOR ENDAE

The first member OriginalFirstThunk, which is a DWORD union, may at one time have been a set of flags.
However, Microsoft changed its meaning and never bothered to update WINNT.H. This field really contains
the RVA of an array of IMAGE_THUNK_DATA structures.

[By the way, a union is just a redefinition of the same area of memory. The union above doesn't contain 2
DWORDS but only one which could contain either the OriginalFirstThunk data or the Characteristics data.]
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The TimeDateStamp member is set to zero unless the executable is bound when it contains -1 (see below).
The ForwarderChain member was used for old-style binding and will not be considered here.

Name1l contains the a pointer (RVA) to the ASCII name of the DLL.

The last member FirstThunk, also contains the RVA of an array of DWORD-sized IMAGE_THUNK_DATA
structures - a duplicate of the first array. If the function described is a bound import (see below) then
FirstThunk contains the actual address of the function instead of an RVA to an IMAGE_THUNK_DATA. These
structures are defined thus:

INAGE THUNE DATAZz2 3ITRUCT
union ul

Forwarder3tring DWORD ?

Function DWORD ?

Ordinal DIWORD 2

LddressOfhata DWORD ?
ends

IMAGE THUNE DATAZZ ENDS3

Each IMAGE_THUNK_DATA is a DWORD union that effectively only has one of 2 values. In the file on disk
it either contains the ordinal of the imported function (in which case it will begin with an 8 - see export by
ordinal only below) or an RVA to an IMAGE_IMPORT_BY_NAME structure. Once loaded the ones pointed at
by FirstThunk are overwritten with the addresses of imported functions - this becomes the Import Address
Table.

Each IMAGE_IMPORT_BY_NAME structure is defined as follows:

TMAGE TMPORT EY NAME STRUCT
Hint WoRD ?
MNatme1 EYTE ?

IMAGE TMPORT EY NAME END3

Hint -- contains the index into the Export Address Table of the DLL the function resides in. This field is for
use by the PE loader so it can look up the function in the DLL's Export Address Table quickly. The name at
that index is tried, and if it doesn't match then a binary search is done to find the name. As such this value is
not essential and some linkers set this field to 0.

Namel -- contains the name of the imported function. The name is a null-terminated ASCII string. Note
that Namel's size is defined as a byte but it's really a variable-sized field. It's just that there is no way to
represent a variable-sized field in a structure. The structure is provided so that you can refer to it with
descriptive names.

The most important parts are the imported DLL names and the arrays of IMAGE_THUNK_DATA structures.
Each IMAGE_THUNK_DATA structure corresponds to one imported function from the DLL. The arrays pointed
to by OriginalFirstThunk and FirstThunk run parallel and are terminated by a null DWORD. There are
separate pairs of arrays of IMAGE_THUNK_DATA structures for each imported DLL.

Or to put it another way, there are several IMAGE_IMPORT_BY_NAME structures. You create two arrays, then
fill them with the RVAs of those IMAGE_IMPORT_BY_NAME structures, so both arrays contain exactly the
same values (i.e. exact duplicate). Now you assign the RVA of the first array to OriginalFirstThunk and the
RVA of the second array to FirstThunk.
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The number of elements in the OriginalFirstThunk and FirstThunk arrays depends on the number of functions
imported from the DLL. For example, if the PE file imports 10 functions from user32.dll, Namel in the
IMAGE_IMPORT_DESCRIPTOR structure will contain the RVA of the string "user32.dll" and there will be 10
IMAGE_THUNK_DATASs in each array.

The 2 parallel arrays have been called by several different names but the commonest are Import Address
Table (for the one pointed at by FirstThunk) and Import Name Table or Import Lookup Table (for the
one pointed at by OriginalFirstThunk).

Why are there two parallel arrays of pointers to the IMAGE_IMPORT_BY_NAME structures? The Import Name
Tables are left alone and never modified. The Import Address Tables are overwritten with the actual function
addresses by the loader. The loader iterates through each pointer in the arrays and finds the address of the
function that each structure refers to. The loader then overwrites the pointer to IMAGE_IMPORT_BY_NAME
with the function's address. The arrays of RVAs in the Import Name Tables remain unchanged so that if the
need arises to find the names of imported functions, the PE loader can still find them.

Although the IAT is pointed to by entry number 12 in the Data Directory, some linkers don't set this directory
entry and the app will run nevertheless. The loader only uses this to temporarily mark the IATs as read-write
during import resolution and can resolve the imports without it.)

This is how the windows loader is able to overwrite the IAT when it resides in a read-only section. At load
time the system temporarily sets the attributes of the pages containing the imports data to read/write. Once
the import table is initialized the pages are set back to their original protected attributes.

Overwritten by PE loader

+ Image_ +

IMAGE_IMPORT_BY_HWAME Image_ Adress of
Thunk_ ; E Thunk Gethess-
Data i Du.a:a_ gt
Image_ GetMeszage Image_ B
TE"E':':— ; 79 E T:;ua:n:_ Loadlcon
IMAGE_IMPORT_DESCRIPTOR | [m22%- Loadlcon iz e e ]
Thunk_ Thunk_ Translate-
OriginalFirstThunk ~ —J 0ata > il & pats “Message
et = TranslateMessage Image_ el = i
TimeDatestsmp ot > % = Al
IMPORT IMPORT
ForwarderChain MAME TAELE ISWindows ADDRESS
TABLE
Hame1 "USER32.0LL™
FirstThunk
Additionzl
MEGE_IMPORT_DESCRIPTORS
for other DLLE, as necessary
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Calls to imported functions take place via a function pointer in the IAT and can take 2 forms, one more
efficient than the other. For example imagine the address 00405030 refers to one of the entries in the
FirstThunk array that's overwritten by the loader with the address of GetMessage in USER32.DLL.

The efficient way to call GetMessage looks like this:

0040100C CALL DWORD PTR [00405030 ]
The inefficient way looks like this:
0040100C  CALL [00402200]

00402200 JMP DWORD PTR [00405030]

i.e. the second method achieves the same but uses 5 additional bytes of code and takes longer to execute
because of the extra jump.

Why are calls to imported functions implemented in this way? The compiler can't distinguish between calls to
ordinary functions within the same module and imported functions and emits the same output for both: CALL
[XXXXXXXX]

where XXXXXXXX has to be an actual code address (not a pointer) to be filled in by the linker later. The
linker does not know the address of the imported function and so has to supply a substitute chunk of code -
the JMP stub seen above.

The optimised form is obtained by using the _declspec(dllimport) modifier to tell the compiler that the
function resides in a DLL. It will then output CALL DWORD PTR [XXXXXXXX].

If _declspec(dllimport) has not been used when compiling an executable there will be a whole collection of
jump stubs for imported functions located together somewhere in the code. This has been known by various
name such as the "transfer area", "trampoline" or "jump thunk table".

Functions Exported by Ordinal Only

As we discussed in the export section, some functions are exported by ordinal only. In this case, there will be
no IMAGE_IMPORT_BY_NAME structure for that function in the caller's module. Instead, the
IMAGE_THUNK_DATA for that function contains the ordinal of the function.

Before the executable is loaded, you can tell if an IMAGE_THUNK_DATA structure contains an ordinal or an
RVA by looking at the most significant bit (MSB) or high bit. If set then the lower 31 bits are treated as an
ordinal value. If clear, the value is an RVA to an IMAGE_IMPORT_BY_NAME. Microsoft provides a handy
constant for testing the MSB of a dword, IMAGE_ORDINAL_FLAG32. It has the value of 80000000h.

For example, if a function is exported by ordinal only and its ordinal is 1234h, the IMAGE_THUNK_DATA for
that function will be 80001234h.

Bound Imports

When the loader loads a PE file into memory, it examines the import table and loads the required DLLs into
the process address space. Then it walks the array pointed at by FirstThunk and replaces the
IMAGE_THUNK_DATAs with the real addresses of the import functions. This step takes time. If somehow the
programmer can predict the addresses of the functions correctly, the PE loader doesn't have to fix the
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IMAGE_THUNK_DATAs each time the PE file is run as the correct address is already there. Binding is the
product of that idea.

There is a utility named bind.exe that comes with Microsoft compilers that examines the IAT (FirstThunk
array) of a PE file and replaces the IMAGE_THUNK_DATA dwords with the addresses of the import functions.
When the file is loaded, the PE loader must check if the addresses are valid. If the DLL versions do not match
the ones in the PE files or if the DLLs need to be relocated, the PE loader knows that the bound addresses are
stale and it walks the Import Name Table (OriginalFirstThunk array) to calculate the new addresses.

Therefore although the INT is not necessary for an executable to load, if not present the executable cannot
be bound. For a long time Borland's linker TLINK did not create an INT therefore files created by Borland
could not be bound. We will see another consequence of the missing INT in the next section.

The Bound Import Directory

The information the loader uses to determine if bound addresses are valid is kept in a
IMAGE_BOUND_IMPORT_DESCRIPTOR structure. A bound executable contains a list of these structures, one
for each imported DLL that has been bound:

TMAGE BOUND TMPORT DEICRIPTOR ITRUCT

Timebate3tamp DWORD ?
OffzetModulelNaune WoORD ?
MNurnberOfModuleForwarderBefs WORD ?

IMAGE BOUND IMPORT DESCRIPTOR END3E

The TimeDateStamp member must match the TimeDateStamp of the exporting DLL's FileHeader; if it
doesn't match, the loader assumes that the binary is bound to a "wrong" DLL and will re-patch the import
list. This can happen if the version of the exporting DLL doesn't match or if it has had to be relocated in
memory.

The OffsetModuleName member  contains the offset (not RVA) from the first
IMAGE_BOUND_IMPORT_DESCRIPTOR to the name of the DLL in null-terminated ASCII.

The NumberOfModuleForwarderRefs member contains the number of IMAGE_BOUND_FORWARDER_REF
structures that immediately follow this structure. These are defined thus:

IMAGE BOUND FORWARDER REF 3ITRUCT

Tinelate3tamp DWoORD ?
OffsetModulelame WORD ?
Feserved WoORD ?

IMAGE BOUND FORWARDER REF ENDS

As you can see they are identical to the previous structure apart from the final member which is reserved in
any case. The reason there are 2 similar structures like this is that when binding against a function which is
forwarded to another DLL, the validity of that forwarded DLL has to be checked at load time too. The
IMAGE_BOUND_FORWARDER_REF contains the details of the forwarded DLLs.

For example the function HeapAlloc in kernel32.dll is forwarded to RtlAllocateHeap in ntdll.dll. If we created
an app which imports HeapAlloc and wused bind.exe on the app, there would be an
IMAGE_BOUND_IMPORT_DESCRIPTOR for kernel32.dll followed by an IMAGE_BOUND_FORWARDER_REF for
ntdll.dll.
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NOTE: the names of the functions themselves are not included in these structures as the loader knows which
functions are bound from the IMAGE_IMPORT_DESCRIPTOR (see above). There was on older style binding
mechanism which differs slightly from this but has been phased out so I have omitted details here.

© 2006 CodeBreakers Magazine Page 34 of 87



PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW
10 The Loader

This section is not essential but is for those who wish to dig a bit deeper into the workings of the OS. It
shows how relevant the material in the last 2 sections is. First a brief overview of the stages involved in the
loading process:

1. Read in the first page of the file with the DOS header, PE header, and section headers.

2. Determine whether the target area of the address space is available, if not allocate another area.
3. Using info in the section headers, map sections of the file to the appropriate places in the allocated
address space.

If the file is not loaded at its target address (ImageBase), apply relocation fix-ups.

Go through list of DLLs in the imports section and load any that aren't already loaded (recursive).
Resolve all the imported symbols in the imports section.

Create the initial stack and heap using values from the PE header.

Create the initial thread and start the process.

® N

What the loader does

When an executable is run, the windows loader creates a virtual address space for the process and maps the
executable module from disk into the process' address space. It tries to load the image at the preferred base
address but relocates it if that address is already occupied. The loader goes through the section table and
maps each section at the address calculated by adding the RVA of the section to the base address. The page
attributes are set according to the section’s characteristic requirements. After mapping the sections in
memory, the loader performs base relocations if the load address is not equal to the preferred base address
in ImageBase.

The import table is then checked and any required DLLs are mapped into the process address space. After all
of the DLL modules have been located and mapped in, the loader examines each DLL's export section and the
IAT is fixed to point to the actual imported function address. If the symbol does not exist (which is very
rare), the loader displays an error. Once all required modules have been loaded execution passes to the app's
entry point.

The area of particular interest in RCE is that of loading the DLLs and resolving imports. This process is
complicated and is accomplished by various internal (forwarded) functions and routines residing in ntdll.dll
which are not documented by Micro$oft. As we said previously function forwarding is a way for M$ to expose
a common Win32 API set and hide low level functions which may differ in different versions of the OS. Many
familiar kernel32 functions such as GetProcAddress are simply thin wrappers around ntdll.dll exports such as
LdrGetProcAddress which do the real work.

In order to see these in action you will need to install windbg and the windows symbol package (available
free in Debugging Tools For Windows from M$) or another kernel-mode debugger like Softice. You can only
view these functions in Olly if you configure Olly to use the M$ symbolserver (search ARTeam forum for notes
on this by Shub), otherwise all you will see is pointers and memory addresses without function names.
However Olly is a user-mode debugger and will only show you what's happening when your app has been
loaded and will not allow you to see the loading process itself. Although the functionality of windbg is poor
compared to Olly it does integrate with the OS well and will show the loading process:
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& “C:WProgram FilesiHex Tools\BASECALC. EXE” - WinDbg: 6.4.0007.0

File Edit ‘iew Debug “indow Help
| e E s 6] o

Offset: |

79|20 @|E| 0[5 383 Aa
hg:6.4.0 . E R egi

Frevious | Mext .. |
7c91c757 894520 mow [ebp-0x20] . sax |
7c91=75a 8h3ISEO0=197 72 movy 2=l [ntdll ! LdrpDl1lHotificationli=t (7=97c1b0% ] Eeg Walue
7c91c760 B975ed now [ebp-0xlc].e=s1 gs o
Tc9lc763 8lfeblcli?ic Chp e=zi, 0x7c97clbl f= 3b
7c91c7?69 0£8561090200 jne ntdll!LdrpSendDllloadedHotifications+0x3e (7c93d4d040 || e= 23
7c91c?ef elfeleffff call ntdll!_SEH epilog {(7c90es02) d= 213
7c91c774 20800 ret 0=8 edi ]
7c91c??Y 90 nop ;
7c91c77B EEff 777 esi_ | 12ih3d
7c9lc?ia ffff N ed= 1
7oc91c7? 7o ebdld Jnp ntdll ! LdrpSendlllloadedHotification=+0x21 (7c9lc?de) 1
o917 e 93 mchg 2ax, ebx =oH
7c91c?7f Tofe i1 ntdll ! string'+0x6b {7c91c77f) SaX 242010
72912781 409372909090 rcl byte ptr [sbx+0x9090907=].1 sbp 12fb04d
7c91c787 90 nop eip 70315789
7oc91c788 90 nop CE 1b

efl 246
12858

7c91cV8b 68288917 push Q=z7c91z8e8

o170 =B82d2effff zall ntdll!_SEH prolog (7c90edc)

7c91c795 3309 H=oOr ECE, BCE

7c91s797 894del mow [ebp-0x20].ecx i
72912792 645118000000 now eax, f=:[00000018] CommandLine: "C:
7c91c7a0 8bEB30 maw ebx, [eax+0=x30] ~BASECALC EXE"
7c91cVald 895440 mnow [ebp—0x30] . ebx Symbol =earch pa
7c91lcVabk c745a814000000 now dyord ptr [ebp-0=x58],0=x14 ~a=ymbolcache*htt
7c91lcVad c745ac01000000 now dword ptr [ebp-0x54],0x1 oad-symbols: syns

The various APIs associated with loading an executable all converge on the kernel32.dll function
LoadLibraryExW which in turn leads to the internal function LdrpLoadDIl in ntdll.dll This function directly calls
6 subroutines LdrpCheckForLoadedDIl, LdrpMapDIl, LdrpWalkImportDescriptor, LdrpUpdateLoadCount,
LdrpRunlInitializeRoutines, and LdrpClearLoadInProgress which perform the following tasks:

. Check to see if the module is already loaded.

. Map the module and supporting information into memory.

. Walk the module's import descriptor table (find other modules this one is importing).
Update the module's load count as well as any others brought in by this DLL.
Initialize the module.

Clear some sort of flag, indicating that the load has finished.

OUA LN
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LdrLoadDll {(8x77F889a9)
LdrpLoadDl]l 8x77f887ed

LdrpCheckForLoadedD1l (8x77F87122)

LdrpHapDll {Bx77F8bc77)
LdrpCheckForKnownDll {8x77f8c62b)
LdrpResolueDllHame (8x77f8c3df)
LdrpCreateDllSection {8x77F8c355)
LdrpAllocateDataTableEntry {8x77F8be69)
LdrpFetchAddressOFEntryPoint (Bx77F8bF23)
LdrpInsertHemoryTableEntry {8x77F8bebb)

LdrpWalkImportDescriptor {8=277f8be15)
LdrpLoadImportHModule {8x77f8bfd1)

#*LdrpCheckForLoadedD11

LdrpSnapIAT (8x77FBco4r7)

LdrpSnapThunk {(8x77F87bhd1)
LdrpHameToOrdinal {8x77F87cf@)
=x| drpLoadD11
LdrpGetProcedurefddress (Bx77F87a2@)

LdrpCheckforLoadedDl11Handle (8x77Ff878cc)
*xL drpSnapThunk
LdrpUpdatelLoadCount (8x77F88afa)
*L drpCheckForLoadedD]11
®*| drpUpdatel oadCount
LdrpRunInitializeRoutines (Bx77f8bch8)
LdrpClearLoadInProgress {(@x77FB8c12)

A DLL may import other modules that start a cascade of additional library loads. The loader will need to loop
through each module, checking to see if it needs to be loaded and then checking its dependencies. This is
where LdrpWalkImportDescriptor comes in. It has two subroutines; LdrpLoadIlmportModule and LdrpSnaplIAT.
First it starts with two calls to RtlimageDirectoryEntryToData to locate the Bound Imports Descriptor and the
regular Import Descriptor tables. Note that the loader is checking for bound imports first - an app which runs
but doesn't have an import directory may have bound imports instead.

Next LdrpLoadImportModule constructs a Unicode string for each DLL found in the Import Directory and then
employs LdrpCheckForLoadedDll to see if they have already been loaded.

Next the LdrpSnapIAT routine examines every DLL referenced in the Import Directory for a value of -1 (ie
again checks for bound imports first). It then changes the memory protection of the IAT to
PAGE_READWRITE and proceeds to examine each entry in the IAT before moving on to the LdrpSnapThunk
subroutine.

LdrpSnapThunk uses a function's ordinal to locate its address and determine whether or not it is forwarded.
Otherwise it calls LdrpNameToOrdinal which uses a binary search on the export table to quickly locate the
ordinal. If the function is not found it returns STATUS_ENTRYPOINT_NOT_FOUND, otherwise it replaces the
entry in the IAT with the API's entry point and returns to LdrpSnapIAT which restores the memory protection
it changed at the beginning of its work, calls NtFlushInstructionCache to force a cache refresh on the memory
block containing the IAT, and returns back to LdrpWalkImportDescriptor.

There is a peculiar difference between windows versions in that win2k insists that ntdll.dll is loaded either as
a bound import or in the regular import directory before allowing an executable to load, whereas win9x and
XP will allow an app with no imports at all to load.

This brief overview is greatly simplified but illustrates how a call to LoadLibrary sets off a cascade of hidden
internal subroutines which are deeply nested and recursive in places. The loader must examine every
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imported API in order to calculate a real address in memory and to see if an API has been forwarded. Each
imported DLL may bring in additional modules and the process will be repeated over and over again until all
dependencies have been checked.
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11 Navigating Imports on Disk

Back to our example in the hexeditor, we will navigate the import table to see what we can find. As we said
previously, the RVA of the Import Directory is stored in the DWORD 80h bytes from the PE header which in
our example is offset 180h and the RVA is 2D000h (see Data Directory). We now have to convert that RVA to
a raw offset to peruse the correct area of our file on disk. Check the Section Table to see which section the
address of the Import Directory lies in. In our case, the Import Directory starts at the beginning of the .idata
section and we know that the section table holds the raw offset in the PointerToRawData field. In our
example the offset is 2AC00h (see section table page). Any PE Editor will show this, e.g. LordPE:

M ame Wffzet WSize R Offzet RSize Flags

CODE Q0aoiooo Q00Z29E 33 Q0000400 Q0024000 BO0000Z0
DATA Q002B000 00000sD 4 Q0024400 Q000000 Cooooo40
BSS Q00zcooo 00000E73 0002aco0 Q00ao0ooo 0000000
.idata Q0020000 0000181E €£0002AC00%  00007A00 0000040
g Q002Foo0 00000003 I Q000000 0000000
rdata Q0030000 Qo000 s 0002CED0 Q0000200 a0000040
reloc Q0031000 00002e04 Q00z2ce00 Qo002coo 50000040
Tz Q0034000 Q000sE QD Q002F400 Q000sE Qo 50000040

The difference between the RVA and Raw Offset is 2D000-2AC00=2400h. Make a note of this as it will be
useful for converting further offsets. See appendix for more info on converting RVAs.

At offset 2AC00 we have the Import Directory - an array of IMAGE_IMPORT_DESCRIPTORs each of 20 bytes
and repeating for each import library (DLL) until terminated by 20 bytes of zeros. In our hexeditor we see at
2ACO0Oh:

000Zac00h:| 00 00 OO0 0OO0JO0 OO0 00 Q000 00 00 0030 D5 02 00); voveennnnnnn oo, .
000Zacl1l0h:| B4 DO 02 00|00 OO0 OO OO0 00 00 00 00 00 00 a0 00| "B...eeeennnnann
000ZaczZ0h:| 06 D7 02 00 24 D1 02 0000 OO0 00 00 OO0 00 00 00): .=..480..........

000Zac30h:| 00 00 OO0 00 20 DY 02 00 EC D1 0 0000 00 a0 00 ... *..,M......
000Zacd0h:| 00 00 00 OO0 00 00 00 00 S& DT 02 00 4494 D1 02 00 oo euwwass S=..DH..
000Zac50h:) OO0 00 OO0 OO0 OO0 OO0 00 00 00 00 00 00 FC D7 02 007 cowwessnnnns [ R

000Zac60h:) 60 D1 02 00J00 OO0 OO0 OO0 00 00 00 00 00 00 a0 00); "Heeeeeennnnsnns
000Zac70h:| 4E DA 02 00 FO D1 02 00|00 OO0 00 00 00 00 00 0of; NO..&8M..........

000ZacS0h:| 00 00 OO0 00 30 DE 0OZ 00 D4 D2 02 00|00 00 OO0 00); ....0B..00......
O00Zac20h:| 00 00 00 00 00 OO0 00 00 F6 E6 OZ OO0 FC D4 02 00/ vuveeen. de. . ud. .
000Zaca0h:| 00 00 00 00J00 00 00 00|00 OO0 OO0 OOJO0 OO0 OO0 00 ; vueeneennennenn.
000ZackOh:| 00 00 00 00|3E DS 02 00 56 DS 02 00 6E DS 02 00 ;@ ....x0..¥0,.nd..

O00ZaccOh: &6 DS 02 00 &2 DS 02 00 BO DS 02 00 <0 DS 0z o0 ; t6..e0..°0,.408..
O00ZacdOh: CC DS 02 00 DA DS 02 00 FO DS 02 00 FE DS 0z oo ; I6..0d..s0..pd..

Each group of 5 DWORDS represents 1 IMAGE_IMPORT_DESCRIPTOR. The first shows that in this PE file
OriginalFirstThunk, TimeDateStamp and ForwarderChain are set to 0. Eventually we come to a set of 5
DWORDS all set to 0 (also highlighted in red) which signifies the end of the array. We can see we are
importing functions from 8 DLLs.

IMPORTANT NOTE: the OriginalFirstThunk fields in our example are all set to zero. This is common for
executables made with Borland's compiler & linker and is noteworthy for the following reason. In a packed
executable the FirstThunk pointers will have been destroyed but can sometimes be rebuilt by copying the
duplicate OriginalFirstThunks (which many simple packers do not seem to bother removing). There is actually
a utility called First_Thunk Rebuilder by Lunar_Dust which will do this. However, with Borland created files
this is not possible because the OriginalFirstThunks are all zero and there is no INT:
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% First_Thunk Rebuilder 1.2

‘ “‘-.LTM Yersion 1.2

Fle  1ATInfa | About |

Entry Point: 0424084

AT Addr - Q0041080

14T File Offzet : Q0041080

Orig. Firzt Thunks Start: Original Firzt Thunks MISSING
First Thunks Start: <lrevalid:

Mumber Of DLLS: <Irvalidz

Original First Thunks MIS5ING. cannot repair.

Back to our example above, the Namel field of the first IMAGE_IMPORT_DESCRIPTOR contains the RVA 00
02 D5 30h (NB reverse byte order). Convert this to a raw offset by subtracting 2400h (remember above) and
we have 2B130h. If we look there in our PE file we see the name of our DLL:

000Zk110h: 5§ E7 0OZ OO0 9C E7 0OZ OO0 BO E7 0OZ OO0 Cg E7 02 00 @ tg..cec..”g.
000Zk120kh: DE E7 OZ OO0 Fg E7 OZ OO0 OL ES OZ OO0 OO0 OO0 OO0 OO0 @ Po..Og...@
m 6B 65 72 BE 65 6C 33 3Z ZE 64 aC &C 00 OO0 00 0o Soe
000<b140h: 44 65 a6C 65 74 65 43 72 69 T4 69 63 61 6C 53 65 ; DeletecCriticalie

000Zk150h: &3 74 6% &6F 6E OO0 00 OO0 4C &5 61 76 65 43 72 69 ; ction...LeaveCri
000Zb160h: 74 69 63 61 6C 53 65 63 74 6% 6F 6E OO0 00 OO0 00 ; tical3ection....

To continue, the FirstThunk field contains the RVA 00 02 DO B4h which converts to Raw Offset 2ACB4h.
Remember this is the offset to the array of DWORD-sized IMAGE_THUNK_DATA structures - the IAT. This will
either have its most significant bit set (it will start with 8) and the lower part will contain the ordinal humber
of the imported function, or if the MSB is not set it will contain yet another RVA to the name of the function
(IMAGE_IMPORT_BY_NAME).

In our file, the DWORD at 2ACB4h is 00 02 D5 3E:

e O - Wl - .
O00Zac90h: OO0 OO OO0 OO0 OO0 OO0 OO0 OO0 F6 E6 O OO0 FC D4 02 OO0 2 «uveww.. ge. . ab. .
oo Oh: 00 OO0 00 00 OO0 Q0,00 00 00 00 00 00 OO0 00 OO0 OO0 7 v e eeenneneeeennn
O0ZackOhi) 00 00 OO0 O3E DS O 00056 DS 02 00 6E DS 02 00 ; ....x0..w0..nd..

O00ZaccOh: 86 DS 02 00 A2 DS Oz OO0 BO DS 02 OO0 €O DS 02 00 ; +0..e0,.°0,  4d, .
000Zacddh: CC DS 02 00 Da DS 02 00 FO DS 02 OO0 FE DS 0z 00 ; I6..08..&80..p8..

This is another RVA which converts to Raw Offset 2B13E. This time it should be a null-terminated ASCII
string. In our file we see:

(R O O N O W R B
0002k1z0Oh: DE E7 02 00 F6 E7 02 00 Oi ES 02 00 00 00 00 00 ; Bg..85¢...8......

@00zb130K) 6B 65 72 6E 65 6C 33 32 2E 64 6C 6C 00 00[00 00| ; kernelsz.dll...[:
000ZE140h: |44 65 6C 65 74 65 43 72 60 74 69 63 61 6C 53 65| ; [DeleteCriticalSe
0002b150h: |63 74 62 6F &€ 00[00 OO0 4C 65 61 76 65 43 72 69 ; J.LeaveCri
0002b160h: 74 69 63 61 6C 53 65 63 74 69 6F 6E 00 O0 00 00 ; ticalSection....

So the name of the first API imported from kernel32.dll is DeleteCriticalSection. You may notice the 2 zero
bytes before the function name. This is the Hint element which is often set to 00 00.
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All of this can be verified by using PEBrowse Pro to parse the IAT as shown:

Hd g S BEESEA S &E

D05 Header
File Header

E Structure for Import

+- fi Table #1 (kernel3z_dll): S
= E; Sections ImportLookupTableRWA: Ox00000000
TimeDateStanp: Ox00000000
ForwarderChain: Ox000o00ooo
MamePWA: Ox000Z0E30 (kernel3z dll)
ThunkTahleREVA: Ox000Z00E4

Thurd0l = 0x000z2ZDE53E (0, DeleteCriticalfection)
Thunk0Z = 0x000ZDEEE (0, LeawelCriticalfSection)
Thurnl02 = 0x000ZDE56E (0, EnterCriticalfection)
ThurnkO4 = 0x000z2ZD 586 (0, InitializeCriticalfSectior
Thulz05 = Ox000ZDEAE (0, WirtualFree)

ThunkO& = 0x000ZDSEO (0, Wirtualdlloc)

Thunk07 = 0x000ZD5ECO (0, LocalFree)
- g l"”':":"tS Thamlz0f = Ox0002DECC (0, Lecalillac)

+ (5} ADVAPIZZDLL Thunk09 = 0x000ZDSDA (0, WideCharToMultiEyte)

+- =} COMCTL3ZDLL Thunkl0O = 0x000ZDSFO (0, TlsSetValue)

+ -} GDIZ20LL Thunkll = 0x000ZDEFE (0, TlsGetValue)

+-£ KERMEL32DLL Thunkl? = 0x000ZDS0C (0, MultiByteToWideChar)

B g OLEAUT22DLL Thunllz = 0x000ZD6Z2 (0, GetModuleHandled)

s g USEHBEDLL Thunkld = 0x000ZDE36 |:|:|, GEtLEStEerr) W
+ g Resources < >

If the file had been loaded into memory, dumped and examined with the hexeditor then the DWORD at RVA
2D0B4h which contained 3E D5 02 00 on disk would have been overwritten by the loader with the address of
DeleteCriticalSection in kernel32.dll:

b1 ¢ 34 % & 7 8% 3 3 b g d e §
000zd0=a0h: 00 00 00 00 00 00, 00 00 00 00 00 00 00 00 00 00 } «vunrerennrennn.

000zdObOh: 00 00 00 00CEL 18 91 7GXED 10 90 7C 05 10 90 7C ; ....5.%[i.00..0]
0002d0cOh: A1 9F 80 7C 14 OF 80 7C 81 9L 80 7C 5D 99 S0 7C ; ;¥E|.>S|03€|]™
0002d0d0h: BD 99 80 7C C7 A0 80 7C F5 9B 80 7C 50 97 80 7C ; W€ | £|5:€|P-£|
0002Zd0e0h: AD 9C 80 7C 29 BS 80 7C 31 03 91 7C 8D 2C 81 7C ; -c€|jp€|1.%|0,0]

Allowing for reverse byte order this is 7C91188A.

IMPORTANT NOTE: functions in system DLLs always tend to start at the address 7XXXXXXX and stay the
same each time programs are loaded. However they tend to change if you reinstall your OS and differ from
one computer to another.
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FFFF FFFF - 8000 0000
Inaccessible In User Mode

TFFF 0000 - 7TFFF FFFF
Not Mapped

System DLLs
7000 0000 - 7800 0000

0 0000 ImageBase
For EXE File

0 .. FFFF
Mot Mapped

The addresses also differ according to OS, for example:

0S Base of kernel32.dll
Win XP SP1 77E60000H
Win XP SP2 7C000000H
Win 2000 SP4 79430000H

Windows updates also sometimes change the base location of system DLLs. This is why some of you may
have noticed that after taking the time to manually find point-h on your system it is prone to change

unexpectedly since it is in a function inside user32.dll.

Navigating Imports in Memory

Load our example into Olly and again look at the Memory Map:
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Address

Contains Hooess | Initial | Mapped as

BE4EEEEE | BRER] BEE | BASECHLC PE header Imag BlEE1EEZ
BE4616868 | AREZABEE | BASECALC code Imag BlEA1GEGEZ
BE42E888 | a0 1 008 BASECALC data Imag Blealon:z
AB42CAEE | ABEA]1BEE | BASECHLC Imag AlEA16EAZ

aadz0aa8
BE42FaaE
BE426888
aa431888
a4 34888

AREEZAEE
BEEE1AEE
BEEE1AEE8
AREE3888
ABEEI888

ERSECALLC
BRSECALLC
BRSECALC
ERSECALLC
BERSECALC

Imag BlEA16ERZ
Imag BlEA1EEZ
Imag BlEA1EAZ
Imag AlEA16AZ
Imag Bl8A168AZ

imports

relocations
CESOUTCES

malralesbenle e le sl jral

Note the address of the .idata section is 42D000 which corresponds to the RVA 2D000 shown at the top of
this page as VOffset. The size has been rounded up to 2000 to fit memory page boundaries.

The main (CPU) window of Olly will only show the IAT if it lies in the executable CODE section (addresses
401000 to 42AFFF in our example), however in most cases it will be in its own section e.g. .idata. You can
view the IAT in Olly's hex-dump window by rightclicking the appropriate section in the memory map and
selecting Dump in CPU. Now rightclick in the hex window and select Long>Address and you will see the IAT in
a readable list:

Address |Ualue Camrent rs
EE4 20EAC | BEDEEE0E
BE4 20EER | BEDEEE0E
HEd420EE4) FC91188A| ntdL L. Bt lD=leteCriticalSect ion
HE420EES | PC9E1BED| ntdl L. Rt lLeavelrit icalSect ion
BE420EEC) PC9818EE | ntdl L Rt LEnterCrit icalSect ion
EER4zZ0ECH| PCEEIFAL | kerne 122, Init ializeCrit icalSect ion
BE420EC4 | FCEETEL4 kerne l32.VirtualFres

BE420ECE | FCEEPAEL | kerne l32.VirtualAl loc

HE420ECC| FCEESIE0| kerne 132, Loca lFres

BE420E06| FCEE9IE0| kerne 132, LocalAL Loz

HiE420E04 | PCEERECY | kerne l32.WideCharToMu Lt iBute
EEa420@0s| PCEE9BFE| kerne 132, TlsSetlUalue

BE420E0C) FCEEIFER| kerne 132, TlsGetalus

BE420EER| FCEEPCAHD| kerne 132 Mu Lt iButeTall ideChar
HE420EE4 | FCEBBSZ29| kerne 132, GetModu lLeHandleR
HEd20EES| FC918331 | ntdl L. Bt lGetLastin32Error

M4 20EEC| PCE12C80| kerne 132, GetCommandL ined

BE4208FE| PCE1BF9F | kerne l32.WriteFile

BEa420@F 4| PCE180AG| kerne l32.5etF i lePointer

BE420EF S| FCEIFEEE| kerne 132, SetEndOfFile

BE420EFC) PCO937PA4E| ntdl L Bt lUnwind

B4 20160 FCEELEHE| kerne l32.ReadFile

EE420184 ) FCE1ERAEL | kerne l32.RaiseEdcept ion

HE420165) PCE12CHS| kerne 132, GetStdHandle

EEa42018C) PCE1ECEF | kerne l32.GetFileSize

BE4201168) PCE11EED) kerne l32.GetFileType

HE420114) PFCEICARZ | kerne l32.ExitProcess

HE420115) FCEELAZY kerne l32.CreateF i leR

HE42011C) FCEESBYF | kerne l32.CloseHandle

HiE4 201 26| BEHEEEHE
BEa420124| PFO884ER| user3z2.MessageBouA
BE4201 25| BE0EEE0E
HE420120) PP126E04) aleaut32. VariantChangeTupeEs bl

This makes finding the beginning and end of the IAT easy and is useful when using ImpREC as the IAT
Autosearch function can be inaccurate. It is good to be able to check the beginning and endpoint to avoid
having to type in a large size value which will give many false negatives with IAT Autosearch.

The names window (press Ctrl+N) will show you imported functions:

E P B:EIE

Address | Section | Tupe Harme Camment s
BE4204CH | o idata | Import |user3Z.0efMDICh i LdProcH
BE4Z204BC | . idata | Import |user2Z2.DefllindowProcA
HE4208B4 | . idata | Import | kecnel32.DeleteCriticalSection
Ba42029C | .idata | Import |adizz.DeleteDC

BE420295 | . idata | Import | 9disZ.DeleteEnhMetaFile
HE4204B5 | . idata | Import |user3Z.0eleteMenu

88420234 | . idats | Import |odizz.DeleteObject hd

A ASC AN A

Rightclicking any of these and selecting Find References to Import will show you the jump thunk stub and the
instances in the code where the function is called (only 1 in this case):
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Address |Disassembly Comrment
BEd4E1214| JHMF DWORD PTR DS:[<&kernel32.0eleteCriticalSection?] |ntdll.Rtl0OeleteCrit icalSect ion
BE4@1B12| CALL <JHMP.&kernel32.0eleteCriticalSection >

NOTE: in the comment column you will see that Olly has determined that the kernel32.dll function
DeleteCriticalSection is actually forwarded to RtIDeleteCriticalSection in ntdll.dll (see export forwarding for
explanation).

Rightclicking and selecting Follow Import in Disassembler will show you the address in the appropriate DLL
where the function's code starts e.g. starts at 7C91188A in ntdll.DLL:

OllyDbg - BASECALC. EXE - [CPU - main thread, module ntdll]
File View Debug Plugins Options  Window  Help

B4 x| w1 w4 ¥l 2| » L|EM|T|WIH|c|/|K|B|R|..|s| 25[iF]?]

FC91183A) % SH iC FUSH 1C

FCollgac 2 8219917C  |PUSH ntdll.7C9119688

rCo11e9l) . ES 2COSFFFF | EALL ntdll.FCoBEDCE

FCelle®s) o SEED 82 MO EEX, DWORD PTR S5:[EBF+3]
rC911899) . 8B43 18 MOV ERX, OWORD PTR D5:[EER+181
rCa1183c) . 3508 TEST ERR,.ERX

FCI115%E| ,~BFS5 SSFEGEEE| JHZ ntdll.7C319720
fL9118R4] » 5365 B4 BE_ [HND DWORD FTR_SS:[EEF-1C1,H

If we look at the call to DeleteCriticalSection at 00401B12 we see this:

OllyDbg - BASECALC. EXE - [CPU - main thread, module BASECALC]
@ File ‘Wiew Debug Plugins Options Window Help

=] 44 x] HU w4 ¥l 9| » LIE|M|T|WIH|C|/|K|B|R|..|S| £5[if]?]

AE4E1AFS S 1F1B40068 FUSH BRSECHLC.B84B81B1F

pR4a1AFA| > BBSD ZECH428E| CHMF BYTE FTR DS: [42CH3E5]1,8

A84a1EA1| .74 BA JE SHORT EOSECALC. AB4E1EHD

Aa4EaiEas| . 65 ZBC44280 PUSH BRASECALC. B842C4 28 pCriticalSection = BASECALC.8842C426
bad4@ieas) . ES FFFYFFFF CALL <JHMP.%kernel3d2.LeavelCriticalSectiolbleaveCriticalSection

HE4E1BAD] > &8 ZAC44288 FIUSH BRASECALC.AR42C428 pCriticalSection = BASECALC.B8842C428

HE4E1B1Z2 . ES FOFFFFFF CALL <JMP.%kernel32.0=leteCriticalSectiikleletelriticalSection
AR4E1B17( . C3 RETH
fE4E1B1E2] B9 AZ120086 JMP BRSECALLC. B84B62ECH

aa4algln) .~EB DB JHP SHORT BRSECALC. 884081AFA
aa4a1E1F| > 5B FOF EE=

BE4E1Ez8| . 50 FOF EEF

AR4E1B21 ] RETH

BE4E1314= JHP Lkernel32.0eletelrit icalSect ionr

Address of mp stub pointing to AT

This is really "CALL 00401314" but Olly has already substituted the function name for us. 401314 is the
address of the jmp stub pointing to the IAT. Note it is part of a jmp thunk table as described previously:
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OllyDbg - BASECALC. EXE - [CPU - main thread, module BASECALC]
IE File Wiew Debug Plugins ©Options ‘Window Help

al gu al g= . =TT
Blux| »n| wijvd ¥4 A »f LiEMT|W R[]/ |K|B[R|..|5] |7
aa4a12ER SECA MO ERE, ERH
BE4E12EC| $-FF25 CE0@4208) JMP DWORD PTR DS:[<&kernel32.UirtualAlly kernel3z.VirtualAlloc
BE4E12F2 SECH MOW ER=, ERE
AE4E12F4 | $-FF25 C4D@426068) JMP ODWORD FPTR DS:[<&kernel32.UirtualFred kernel32.UirtualFres
AE4E12FA SEBCH MO ERX, ERE
HE4EA12FC) $-FF25 CAOB4260H JMP DWORD PTR DS:[<&kernel32.Initializel kernel32.InitializelriticalSection
AE4E1 3682 SECA MO ERX, EAE
EE4E1sE4| $-FF25 BCOA4268| JMP DWORD FTR D5:[<&kernel22.EnterCritiy ntdll.RtlEnterCriticalSection
BE4E1 38R SECH MOW ER=, ERE
AE4E13AC| $-FF25 BEDB42608| JMP DWORD PTR DS:[<&kernel32.Leavelritiy ntdll.RtlLeaveCriticalSection
AR4ELZ1Z SECH MO ERE, ERE
AA481314| 5-FF25 B4DB42686 JMP OWORD PTR DS:[<&kernel32.DeleteCrit| ntdll.Rtl0eletelriticalSect ion
HE4E13 17 SECH HMOL ER, EFE
05: [BE42DBE41=rC21188A (ntdll.RtlDeleteCriticalSection)
Lozal call from BE481B1Z

This is really "JMP DWORD PTR DS:[0042D0B4]" but again Olly has substituted the symbolic name for us.
Address 0042D0B4 contains the Image_Thunk_Data structure in the IAT which has been overwritten by the
loader with the actual address of the function in kernel32.DLL: 7C91188A. This is what we found earlier by
rightclicking and selecting Follow Import in Disassembler and also from the dumped file above.
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12 Adding Code to a PE File

It is often necessary to add code to a program in order to either crack a protection scheme or more usually to
add functionality to it. There are 3 main ways to add code to an executable:

1. Add to an existing section when there is enough space for your code.
2. Enlarge an existing section when there is not enough space.
3. Add an entirely new section.

Adding to an existing section

We need a section in the file that is mapped with execution privileges in memory so the simplest is to try the
CODE section. We then need an area in this section occupied by 00 byte padding. This is the concept of
"caves". To find a suitable cave, look at the CODE Section details in LORDPE:

[ section Table ]

M arme WO ffeet WSize ROffzet RSize Flags

CODE 22 00024000 0000020
DATA 0002B 000 Q00o0s0 4 00024400 Q0oo0sao COooo040
BSS Q002C000 Q000067s Q002400 Q0oo00ao 000000
.idata Q0020000 Q0001 siE 00024C00 Q000 A00 CO0oo040
Mz Q002F0ao Q00o000e Q002CE00 Q0ao0aao 000000
.rdata Q030000 Qooooo s Q002CE00 Q0oo0za0 A00o0040
reloc Q0031 0o nooozend Q002C300 Q0oozCoo A00o0040
TEC Q0034000 Q00asEDD Q002F400 Q0003E 00 S0000040

Here we see that the VirtualSize is slightly less than SizeOfRawData. The virtual size represents the amount
of actual code. The size of raw data defines the amount of space taken up in the file sitting on your hard disk.
Note that the virtual size in this case is lower than that on the hard disk. This is because compilers often have
to round up the size to align a section on some boundary. In the hexeditor at the end of the code section
(just before DATA section begins at 2A400h) we see:

000Za250h: 10 93 FD FF 8B ES 5D €3 FF FF FF FF OF 00 00 00 ; .*9¥ &1 A5%9%F. ...

000Za260h: 42 61 73 65 20 43 61 6C 63 75 6C 61 74 6F 7z 00 ; Base Calculator. LASt bytes of CODE
000ZaZ70h: FF FF FF FF OC 00 OO0 00 42 41 53 45 43 41 4C 43 ; ¥¥¥¥....BASECALC Section
000Z2a280h: e &

[n[nlup-foveR=lu) HQCI0 OO0 OO0 00 OO0 00 OO0 00 OO0 00 00 00 00 OO0 00 OCjea. .. ... ... .uns

alnlabESvEsln)l N0 00 00 00 00 00 00 00 00 00 00 00 00 00 00 OOE. .....

000ZaZh0h: 0O 00 oo 0 00 00 OO0 OO0 OO0 00 00 00 00 OOpEEE. . ... ... ...

000Z2aZc0h: [lOESElANE] 000 00 00 00 OO0 00 00 OO0 00 OO, . ..............

[n[alub-FbeRulu) HECI0 OO0 OO0 00 00 00 00 00 00 00 00 00 00 OO0 OO0 OCjmea. .. ... .......u.s

alalub-fSvaiul N0 00 00 00 00 00 00 00 00 00 00 00 00 00 00 OOEEE. ... ennnn

[n)u]ui-benn] 00 00 OO0 OO0 OO0 OO0 OO0 00 00 00 OO0 00 00 00 00 DOpEEE. . ... ... ... ...

[nlalup=f-bciulu] AEMCI0 OO0 OO0 00 OO0 00 OO0 00 OO0 00 0O 00 00 OO0 OO0 OCjea. .. ... ... .uns

000Z2a3 10h;: [alENElaENs] 000 00 00 00 OO0 00 00 OO0 00 OO, . .......0.0 s

000Za3Z0h: [MlENElaANs] 000 00 00 00 OO0 00 00 OO0 00 DO, . ... ......0.0nn

000Z&a330h: 0 OONSEN. . ... ...........

000Za340h: 0 08 ; |pecoonoocoonoaons

[nlub-E W Rt OO 00 00 00 00 00 00 00 00 00 00 00 00 OO0 OO0 OCjmea. .. ... ... unns 368 byte Cave
[alukf-veh Al MO0 00 00 00 00 00 00 00 00 00 00 00 00 OO0 OO0 OCjmea. .. ... ...t nns

[n)u]uic-tanin] N0 00 OO0 OO0 OO0 OO0 OO0 00 00 00 00 00 00 00 00 DOpSEE. . ... ... ... ...

00022380k [ENElaANE] 000 00 00 00 OO0 00 00 OO0 00 OOpEEE. . .......0.0 s

0002a390h: [ENElaANs] 000 00 00 00 OO0 00 00 OO0 00 OO, . .......0.0.0nn

[alukf-wE-Tal MO0 00 00 00 00 00 00 00 00 00 00 00 00 OO0 OO0 OCjmea. .. ... ...t nns

[nlalupf-Rc)=Tu) QMO0 OO0 OO0 00 00 00 OO0 00 OO0 00 0O 00 00 OO0 OO0 OCjmee. .. .. ...........

[n[nlupfobchulu] A0 OO0 00 00 00 00 00 00 OO0 00 00 00 00 OO0 OO0 OCjea. .. ... ...t nns

0002a3d0h: 0 0 cooonomooonoooa

000Zaielh: 0 0 sooonooomonooon

[s[a]uf-Rchau) MO0 00 00 00 00 00 00 00 00 00 00 00 00 OO0 00 OO0 B, ...............

(nzas008 ;.-c2.08.8 828, grat of DATA Section

000Z=410h: 34 25 40 00 32 1F 8B €O 32 13 BB CO 52 75 6E 74 ; 4%@.2.(hZ.ciRunt

000Za42Z0h: 69 6D 65 Z0 65 Y2 V2 6F 72 Z0 20 20 Z0 20 61 74 ; ime error at
000Z=430k: 20 30 30 30 30 30 30 30 30 00 45 72 72 6F 72 00 : 0OO000000O0.Error.
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This extra space is totally unused and not loaded into memory. We need to ensure that instructions we place
there will be loaded into memory. We do this by altering the size attributes. Right now the virtual size of this
section is only 29E88, because that is all the compiler needed. We need a little more, so in LordPE change
the virtual size of the CODE section all the way up to 29FFF which is the max size we can use (the entire raw
size is only 2A000). To do this rightclick the CODE line and select edit header, make the changes click save
and enter.

Once that is done we have a suitable place to store our patch code. The only thing we have changed is the
VirtualSize DWORD for the CODE section in the Section Table. We could have done this manually with the
hexeditor.

To illustrate this further we will add to our example program a small ASM stub that highjacks the entrypoint
and then just returns execution to the OriginalEntryPoint. We will do this in Olly.

First note in LordPE the EntryPoint is 0002ADB4 and ImageBase is 400000. When we load the app in Olly the
EP will therefore be 0042ADB4. We will add the following lines and then change the entry point to the first

line of code:
MOV EAX,0042ADB4 ; Load in EAX the Original Entry Point (OEP)
JMP EAX ; Jump to OEP

We will put them at 0002A300h as seen above in the hexeditor. To convert this raw offset to an RVA for use
in Olly use the following formula (see appendix):

RVA = raw offset - raw offset of section +virtual offset of section +ImageBase
= 2A300h - 400h +1000h + 400000h = 42AF0Oh.

So load the app in Olly and jump to our target section (press Ctrl+G and enter 42AF00). Press space, type in
the first line of code and click assemble. The next line down should now be highlighted so type in the second
line of code and click assemble:

AE4ZREFC Register
BA4Z0EFD : ng 13532
BA4Z0EFE ECY BE1z
BA4Z0EFF| 68 OB 86 madl | Eri Foac
BA4Z0F B EEY 7FFC
BE4ZOFEE|  FFES JHP ERi ESF @1z
BE4ZOFET OE GE EEF @81z
e = c1r sose
HaantE v Fill with MOP's Aszsemble Cancel | - ESC
BA4Z0F 60 F1 C&
BB450F O 29 g
BE4Z0F 16 | =1 M

Now rightclick, select copy to executable and all modifications. Click copy all then a new window will open.
Rightclick in the new window and select save file etc. Now back in LordPE (or hexeditor) change the
EntryPoint to 0002AF00 (ImageBase subtracted) click save and then OK. Now run the app to test it and
reopen it in Olly to see your new EntryPoint. In the hexeditor it looks like this - new code is highlighted:
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D1 ¢ 3 4 5 & F § 9 & b ¢ d g f
0002ZaZ40h: SE 03 ES E1 72 FF FF SE 03 ES 6L 73 FF FF G5B ES : < .2&rvie .&jsvif[e
0002a250h: 10 93 FD FF SE ES5 5D C3 FF FF FF FF OF 00 00 00 ;@ .o &) Aeiri. ...
000ZaZ60h: 42 61 73 65 20 43 61 6C 63 75 6C 61 74 6F 72 00 ; Base Calculator.
0002a270h: FF FF FF FF OC 00 00 00 42 41 53 45 43 41 4C 43 ; %4%%....BASECALC
0002Za250h: 2E 45 4C 50 00 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 00 ; HLP...vueuenn..
0002a290h: OO0 OO0 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 00 O0 00 00 7 veveeenrnenenens
000ZaZaCh: OO0 OO0 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 00 O0 00 00 7 veverenrnenenens
000Zs2b0Oh: 00 00 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 00 7 veverenrnenennns
000ZsZcOh: 00 OO0 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 00 7 veverenrnenensns
000Za2dOh: 00 00 00 OO0 OO0 OO0 OO0 OO0 OO0 00 00 00 00 00 00 00 2 veverenrnenensns
000ZaZeCh: 00 OO0 00 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 OO0 00 00 2 veverenrnenensas
000Za2f0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 2 veverenrnenensas
0002Za300h:| BS B4 AD 42 00 FF EO |00 00 00 00 OO0 OO0 OO0 00 00 ; L -B.%8......0...

0002a310h: OO OO0 OO OO OO OO0 OO0 00 00 00 00 00 00 00 00 00 7 cueecennnnnnanns
AMA?s2 20k A0 A0 A0 00 A0 A0 A0 00 A0 a0 A0 a0 a0 0n 00 a0 .

Although this was only a tiny patch, we actually had room for 368 bytes of new code!

Enlarging an Existing Section

If there is not sufficient space at the end of the text section you will need to extend it. This poses a number
of problems:

1. If the section is followed by other sections then you will need to move the following sections up to make
room

2. There are various references within the file headers that will need to be adjusted if you change the file
size.

3. References between various sections (such as references to data values from the code section) will all
need to be adjusted. This is practically impossible to do without re-compiling and re-linking the original file.

Most of these problems can be avoided by appending to the last section in the exe file. It is not relevant what
that section is as we can make it suit our needs by changing the Characteristics field in the Section Table
either manually or with LordPE.

First we locate the final section and make it readable and executable. As we said earlier the code section is
ideal for a patch because its characteristics flags are 60000020 which means code, executable and readable
(see appendix). However if we were to put code and data into this section we would get a page fault since it is
not writable. To alter this we would need to add the flag 80000000 which gives a new value of E0000020 for
code, executable, readable and writable.

Likewise if the final section is .reloc then the flags will typically be 42000040 for initialised data, discardable
and read-only. In order to use this section we must add code, executable and writable and we must subtract
discardable to ensure that the loader maps this section into memory. This gives us a new value of EO000060.

This can either be done manually by adding up the flags and editing the Characteristics field of the Section
header with your hexeditor or LordPE will do it. In our example the last section is Resources:
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[ PE Editor ] - c:\program files\hex toolsibasecalc.exe

Basic PE Header Information o
EnlryPoint: 00024DB4 Subsystem: 0002 .| o |
ImageBase: 00400000 NumberDfSections: 0008

SizeOflmage: 0003CEQD TimeD ateS tamp: 2A425E719 1. Sections |
BaseOfCode: 00001000  SizeDfHeaders: 00000400 2| +| | | Diectories

BaseDData 00028000  Characteristics: B1gE | .| e |
Sectiondlignment: | 00001000  Checksum: 00000000 | ? | st |

Filedlignment: 00000200 Size0iDptionalHeader; DOED
Magic: 0108 MumOffivaéndSizes | 00000010 | +| - | Jﬂ’
L

] ROffset _RSize
CODE 00001000 O0023E88 00000400 00024000 E0000020
DATA 000ZB000 00000&eD4 00024400 00000300 CO000040
BSS 000Z2C000 00000678 00024C00 00000000 COOD0000

Jdata 00020000 0oomelE 0o0Zacao 00007 A00 CO000040
M 0002F000 0000000g 0o02CEe00 00000000 CO000000
Idata 00030000 o000 e 0o02CEe00 00000200 50000040
Jeloc 00031000 00002B04 0002C800 oooozCon 50000040

0000SEDD DO02ZF400

[ Section Flags ]
Set Flags
N I L‘ Chamablal i memony
Vitusladdress: | 00034000 _ Corcel | Sl Cancel
VittualSize: 0000BEDD Wiiteable
B awDifsat: D002F 400 Eﬂﬂm 5
iscardable as
RawSize: 0O00SECD Can't be cached
[ Mot pageable
Flags: 50000040 | ... |3,
[ Contains COMDAT data 4. Check
Contains comments or other infos boxes
“Wwion't become pait of the image

| | Contains executable code
Containg ntiahzed data
[ |

Contains unintialized data
O Shouldn®t be padded to next boundary
Current ' alue
Alignment: | default - | Biytes 50000040

This gives us a final Characteristics value of FO000060. Above we see the RawSize (on disk) of this section is
8EO0O0 bytes but all of this seems to be in use (the VirualSize is the same). Now edit these and add 100h bytes
to both to extend the section, the new value is 8F00h. There are some other important values which need to
be changed. The SizeOfImage field in the PE header needs to be increased by the same amount from
0003CEOQO to 0003CFOO0h.

There are 2 other fields which are not shown in LordPE which are less critical; SizeOfCode and
SizeOflnitialisedData fields in the Optional Header. The app will still run without these being altered but you
may wish to change them for completeness. We will have to edit these manually. Both are DWORDs at
offsets 1C and 20 from the start of the PE header (see appendix):
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B3 2 3 4 5 & 7§ 9 a2 b g d g f
000000f0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 7 weeevnenennennens
00000100k:| 50 45 00 OO0 |4C 01 08 00 19 SE 42 24 00 00 00 0O ;....*B*....STEITTOT FE header
00000110h: OO0 00 00 00 E0 00 8E &1 OF 01 02 19|00 40 02 00|; ....&.20..... e Size0fCode
00000120h:| 00 DE 00 00|00 OO0 00 OO0 B4 AD 02 00 OO0 10 O0 OO ; .Buv.... e SizeOflnitislisedData
00000130h: OO BO 02 OO 00 00 40 00 00 10 00 00 00 02 00 00 7 2% eeuBuueennnns

The values are 0002A000 and 000O0ODEOO
0000DFQ0. With reverse byte order the values are: 00 A1 02 00 and 00 00 DF 00. Finally copy and paste
100h of 00 bytes (16 rows in the hexeditor) onto the end of the section and save changes. Run the file to
test for errors.

Adding a New Section

respectively. Add 100h

on to these to make 0002A100 and

In some circumstances you may need to make a copy of an existing section to defeat self-checking
procedures (such as in SafeDisk) or make a new section to hold code when proprietary information has been
appended to the end of the file (as in Delphi compiled apps).

The first job is to find the NumberOfSections field in the PE header and increase it by 1. Again most of these
changes can be made with LordPE or manually with your trusty hexeditor. Now in your hexeditor copy and
paste 100h of 00 bytes (16 rows) onto the end of the file and make a note of the offset of the first new line.
In our case it is 00038200h. This will be the start of our new section and will go in the RawOffset field of the
section header. While we are here it is probably a good time to increase SizeOflImage by 100h bytes as we
have done before.

Next we need to find the section headers beginning at offset F8 from the PE header. It is not necessary for
these to be terminated by a header full of zeros. The number of headers is given by NumberOfSections and
there is usually some space at the end before the sections themselves start (aligned to the FileAlignment

value). Find the last section and add a new one after it:

e

00DDDZcOh: ZE 72 64 61 74 61 00 OO0 15 OO0 00 OO OO0 00 03 00 ; .rdaté..........

D0D00ZAOh: D0 OZ 00 OO0 OO0 ©f 0OZ OO0 OO0 OO0 OO0 OO0 OO0 OO0 00 00 ; ..... Wiisssasan

0DD00ZeOh: 00 OO0 OO OO 40 OO0 00 S50 2E 72 65 6C 6F 63 00 00 : ....@..P.reloc

0DDDDZE0h: 04 ZE OO0 00 00 10 03 00 00 2C 00 00 00 CF 02 00 ;3 c4eeee... ... E

DDD00300k: 00 OO0 00 OO0 OO0 OO0 00 OO0 00 OO0 00 OO0 40 OO0 00 50

DDDO0310k: 2E 72 73 72 63 00 00 OO0 00 SE 00 OO0 OO0 40 03 00 :

DDDO0320k: 00 SE OO OO0 OO0 F4 02 OO0 00 OO0 00 OO0 OO0 OO0 00 OO :

00000330k: 00 00 OO OO0 40 00 00 50 00 00 00 oo E This 40 byte section
o000z 40k - |:||:| |:||:| |:||:| |:||:| ]Ell:l |:|.i= |:||:| |:||:| |:||:| |:||:| |:||:| |._||:| b - Incomple‘te ar‘ld Seen‘
goQoo03 50k oo O0 oo oo 0o oo oo oo oo oo oo 40 Qao 5 = .
DDDD0360k: 00D OO OO OO OO0 OO OO OO OO0 OO0 OO OO0 OO0 OO0 00 OO ; to relate fo a non-exist
0DDO0370h: 00 OO0 00 OO0 OO0 OO0 00 OO0 OO0 OO0 00 OO0 00 OO0 00 00 ; section so we will mak
0DDO03&0k: 00 OO0 OO0 OO0 OO0 OO0 OO OO0 00 OO0 00 OO0 00 OO0 00 00 ; aur new section
0DDO0320k: 00 OO0 00 OO0 OO0 OO0 00 OO0 00 OO0 00 OO0 00 OO0 00 00 ;

The next thing we have to do is decide which Virtual Offset/Virtual Size/Raw Offset and Raw Size our section should have.

To decide this, we need the following values:
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Virtual offset of formerly last section (.rsrc): 34000h
Virtual size of formerly last section (.rsrc): 8E00h
Raw offset of formerly last section (.rsrc): 2F400h
Raw size of formerly last section (.rsrc): 8EQOh
Section Alignment: 1000h

File Alignment: 200h

The RVA and raw offset of our new section must be aligned to the above boundaries. The Raw Offset of the
section is 00038200h as we said above (which luckily fits with FileAlignment). To get the Virtual Offset of our
section we have to calculate this: VirtualAddress of .rsrc + VirtualSize of .rsrc = 3CEO00Oh. Since our
SectionAlignment is 1000h we must round this up to the nearest 1000 which makes 3D000h. So let's fill the
header of our section:

The first 8 bytes will be Namel (max. 8 chars e.g. "NEW" will be 4E 45 57 00 00 00 00 00 (byte order not reversed)

The next DWORD is VirtualSize = 100h (with reverse byte order = 00 01 00 00)
The next DWORD is VirtualAddress = 3D000h (with reverse byte order = 00 DO 03 00)
The next DWORD is SizeOfRawData = 100h (with reverse byte order = 00 01 00 00)

The next DWORD is PointerToRawData = 38200h (with reverse byte order = 00 82 03 00)
The next 12 bytes can be left null
The final DWORD is Characteristics = E0000060 (for code, executable, read and write as discussed above)

In our hexeditor we see:

0 1 ¢ 3 4 5 & ¥ 8 9 2 b o d & §
00D00310h: 2E 72 73 72 63 00 00 00 00 S8E 00 00 OO0 40 03 0O

OO000320h: 00 SE OO0 OO0 OO0 F4 02 00 OO0 00 OO0 OO0 00 00 00 00 2 .Z... 0. cennn.
00000330h: 00 00 00 00 40 00 00 S0)4E 45 57 00 00 00 00 00):

000003 40h: I o0 01 00 00 I 00 DO 03 00|00 01 00 00j00d 32 03 00 ..
00000350h: 00 00 OO0 00 00 00 00 00 00 OO0 00 00| EQ 00 00 6007 o ewnssnns B,
Q00003 60h: 00 00 OO0 OO0 OO0 00 00 OO0 00 a0 00 00 00 00 00 00 2 we e e nnnnnsnnnns

Save changes, run to test for errors and examine in LordPE:
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[ PE Editor ] - c:\program files\hex tools\basecalc.exe

Basic PE Header Information oK
EntiyPoint 00026084 Subsystem: 0002 .. _|$m |
ImageBase: 00400000  MumberOfSections: 0003 _
SizeOfimage: 00030100 TineD ateStamp: 2A425E13 Sections |
BaseDiCode: | 00001000 SizeOfHeaders: 00000400 ?| +| | " Diectosies |
BaseOMData: 00028000  Characteristics: g1gE .| BEE
Sectiondlignment: | 00001000  Checksum: 00000000  ? |

Tosc |
Fletlignment: Q0000200 Size0f0ptionalHeader: NoED ==
Magic: 0108 NumDiRvaAndSizes: | 00000010 +| - | ;’“"l

L
[ Section Table ] [x]
Mame WOIfset WSize ROlfset RSize Flags a |
BSS 00020000  0O0OOG78  OO02ACO0  00DDOOOD  CO0OOOOD
idata 00020000  OODCIG1E  OOO2AC00  OOODIADD  COD0OC40
s 0002FOO0 00000008 OO02CEO0  0ODDOODD  CODOOOOD
rdata 00030000  00DOOOTS  O002CE0O0 00000200 50000040
teloc 00031000 00002804  O002CS00  QOOO2COD 50000040
51 00034000  O0DOSEO0  OOO2F400  OOODSEOD 50000040
NE|‘|.-.F 00030000 00000100 (00038200  000DOT00  GOOOOCED v
4 ¥
Section Header -

oK

Marne: ME'w —I
Vitusladdress: | 00030000 __ Corcel |
VirtualSize: 000001 00
Raw0ffset: 00038200
RawsSize: 00000100
Flags: | sooo00eo ]
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13 Adding Import to an Executable
This is most often used in the context of patching a target app where we don't have the API's we need. To
recap, the minimum information needed by the loader to produce a valid IAT is:

1. Each DLL must be declared with an IMAGE_IMPORT_DESCRIPTOR (IID), remembering to close the
Import Directory with a null-filled one.

2. Each IID needs at least Namel and FirstThunk fields, the rest can be set to 0 (setting OriginalFirstThunk
FirstThunk i.e. duplicating the RVAs also works).

3. Each entry of the FirstThunk must be an RVA to an Image_Thunk_Data (the IAT) which in turn contains a
further RVA to the API name. The name will be a null terminated ASCII string of variable length and preceded
by 2 bytes (hint) which can be set to 0.

4. If IIDs have been added then the isize field of the Import Table in the Data Directory may need
changing. The IAT entries in Data Directory need not be altered (see import theory section).

Writing new import data in a hexeditor and then pasting into your target can be very time-consuming. There
are tools which can automate this process (e.g. SnippetCreator, IIDKing, Cavewriter - see bottom of page)
but as always an understanding of how to do it manually is much better. The main task is to append a new
IID onto the end of the import table - you need 20 bytes for each DLL used, not forgetting 20 for the null-
terminator. In nearly all cases there will be no space at the end of the existing import table so we will make a
copy and relocate it somewhere there is space.

Step 1 - create space for new a new IID

This involves the following steps:

1) Move all the IIDs to a location where there is plenty of space. This can be anywhere; the end of the
current .idata section or an entirely new section.
2) Update the RVA of the new Import Directory in the Data Directory of the PE header.
3) If necessary, round up the size of the section where you’ve put the new Import Table so everything is
mapped in memory  (e.g. VirtualSize  of the .idata section rounded up 1000h).
4) Run it and if it works proceed to step 2. If it doesn’t check the injected descriptors are
mapped in memory and that the RVA of the Import Directory is correct...

IMPORTANT NOTE: the IIDs, FirstThunk and OriginalFirstThunk contain RVAs - RELATIVE ADDRESSES -
which means you can cut and paste the Import Directory (IIDs) wherever you want in your PE file (taking
into account the destination has to mapped into memory) and simply changing the RVA (and size if
necessary) of the Import Directory in the Data Directory will make the app work perfectly.

Back to our example in the hexeditor, the first IID and the null terminator are outline in red. As you can see
there is no space after the null IID:
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O00Zgac00k:| 00 OO0 OO OOJOO0 OO OO0 OOJOo0O 00 O0 00|30 D5 02 00 ... eeneenns oo, .
Oo0Z2aclOh:| B4 DO 02 00y 00 OO OO 40 0o 00 00 00 0o 00 0o od): "B......0cee...
O00ZacZ0Oh:| 06 D7 02 00 24 D1 02 00(00 00 OO0 OO0 00 00 00 00f: .=..88..........

O00Z2ac30h:| 00 OO0 OO0 OO0 20 DT 02 00 Z2C D1 02 00,00 00 00 o0)r ... =..,N......
Oo0Z2acdOh:| 00 OO0 OO0 OO0 OO0 OO0 OO0 00 SA D7 02 00 44 D1 02 000 ..., g=..DN..
do0Z2ac50h:| 00 OO0 OO0 OO0 OO0 OO0 OO0 0 0o 00 00 00 FC D7 02 000 ..o .eeeeu.n. ia=. .

Oo0Zacelh:| 60 D1 02 00|00 OO OO 0 OO0 00 00 00 00 00 00 o0): "WN...o.o..oeeeee.n.
O00Zac?0h:| 4E DA 02 00 FO D1 02 00|00 00 00 OO0 00 00 00 00f: NO..&88..........

000ZacS0h:| 00 OO0 00 00 30 DE 02 OO0 D4 D2 02 00/00 OO0 0O 0O ....0B..00......
000Zac90h:| 00 OO0 00 00 OO0 00 00 00 F6 E6 O 00 FC D4 02 00/ .o.v.eeu.. de. . ud. .
Oo0Zaca0h:| 00 00 oo oojoo 00 00 Oo0joo 0o oo o0f00 00 00 00 ... nnnnnn.
000Zackhoh:| 00 00 00 00fJ3E DS 02 00 56 DS 02 00 6E DS 02 00 @ ....x0..W0..nd..

O00ZaceOh: 86 DS 02 00 42 DS 02 00 BO DS 02 00 CO DS 02 oo @ +0. .6, .28 (4.,
O00Zacdlh: CC D5 02 00 DA DS 02 00 FO DS 02 00 FE DS 02 oo @ I6..06..ad..pd..

However there is a large amount of space at the end of the .idata section before .rdata starts. We will copy
and paste the existing IIDs shown above to offset 2C500h at this new location:

(] 3 | AN N S S A R 0 G0 R
0002c4f0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; ceuurerennrennn.
©00zeS500RY| 00 00 00 00 00 00 00 00 00 00 00 00 30 D5 02 00); «uvevnnnnnn. od. .

000Zc510h: |B4 DO 02 00/00 00 00 00 00 00 00 00 00 00 00 00]: “Bevevenerennn..
0002c520h: |06 D7 02 00 24 D1 02 0000 00 00 00 OO0 00 00 00): .=..30..........
0002c530h: |00 00 00 00 20 D7 0z 00 2C D1 02 0000 00 00 00 .... =..,0......
0002c540h: |00 00 00 00 00 00 00 00 84 D7 02 00 44 D1 02 00); .ove.... Ze. . DR. .
0002c550h: |00 00 00 00 00 00 00 00 00 00 00 00 FC D7 02 O0|7 coveennennn. i .
0002c560h: [ 60 D1 02 00[00 00 00 OO0 OO0 00 00 00 00 00 00 00): “Heevvvrvnno....
0002c570h: [4E DA 0z 00 FO D1 0z 00|00 00 00 00 00 00 00 00| NO..&f..........
0002c580h: |00 00 00 00 30 DE Oz 00 D4 D2 02 0000 00 00 00; ....0E..00......
0002c590h: (00 00 00 00 00 00 00 00 F6 E6 02 00 FC D4 02 00); «ovv.... Ga. . il .
000zeS5a0h:[00 00 00 00|00 00 00 ooloo o0 oo oojoo oo oo oof6—.Our new D,
000zcShOk: (00 00 00 00]G0 00 00 G0 00 0O GO DU 0O G0 DU DOJgr . -iz-:ex -
0002cSe0h: (00 00 00 00 oo oo oo oofoo oo oo oo oo oo oo oo % —Hul ferminatar, .
0002c5d0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 7 euveennrennennn.
0002cSe0h: 00 00 00 00 00 OO0 00 00 OO0 00 00 00 00 00 00 00 7 euveenneennennn.

To convert the new offset to an RVA (see appendix):

VA = RawOffset - RawOffsetOfSection + VirtualOffsetOfSection
= 2C500 - 2AC00 + 2D000 = 2E900h

So change the virtual address of the import table in the data directory from 2D000 to 2E900. Now edit the
.idata section header and make VirtualSize equal to RawSize so the loader will map the whole section in. Run
the app to test it.
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Step 2 - Add the new DLL and function details

This involves the following steps:

1) Add null-terminated ASCII strings of the names of your DLL and function to a free space in the .idata
section. The function name will actually be an Image_Import_By_Name structure preceded by a null WORD
(the hint field).

2) Calculate the RVAs of the above strings.

3) Add the RVA of the DLL name to the Namel field of your new IID.

4) Find another DWORD sized space and put in it the RVA of the hint/function name. This becomes the
Image_Thunk_Data or IAT of our new DLL.

5) Calculate the RVA of the above Image_Thunk_Data DWORD and add it to the FirstThunk field of your new
IID.

6) Run the app to test...your new API is ready to be called...

In order to fill in our new IID we need at the very least Namel and FirstThunk fields (the others can be
nulled). As we already know, the Namel field contains the RVA of the name of the DLL in null-terminated
ASCII. The FirstThunk field contains the RVA of an Image_Thunk_Data structure which in turn contains yet
another RVA of the name of the function in null-terminated ASCII. The name however is preceded by 2 bytes
(Hint) which can be set to zero.

Say for example we want to use the function LZCopy which copies a source file to a destination file. If the
source file is compressed with the Microsoft File Compression Utility (COMPRESS.EXE), this function creates a
decompressed destination file. If the source file is not compressed, this function duplicates the original file.

This function resides in 1z32.dll which is not currently used by our app. Therefore we first need to add strings
for the names "Iz32.dll" and "LZCopy". Scroll upwards in the hexeditor from your new import table towards
the end of the preexisting data and add the DLL name then the function name onto the end. Note the null
bytes after each string and the null WORD before the function name:

W1 ¢ ¢ ¢ % B § 8§ ¥ 2 b g d & ¢
0002c3£0h: 65 49 63 6F 6E 00 00 00 49 6D 61 67 65 4C 69 73 ; elcon...Imagelis

000Zc400h: 74 S5F 44 65 73 74 72 6F 79 00 00 00 49 6D 61 67 ; t_Destroy...Imag End of prexisting data
000Zc410h: 65 4C 62 73 74 S5F 43 72 65 61 74 65 00 00 00 00 ; elist Create....

0002e420h: [ 6C 74 33 32 2E 64 6C 6C |00 00 00 00 00 00 00 00 ;[lz3z.d41l.}......
0002c430h: (00 00 4C 54 43 6F 70 75|00 00 00 00 00 00 00 00 ;|..LZICopy.f...... New data
0002c440h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; trrrrrriressn.

0002c450h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrnnnnnn..

0002c460h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; +ovvrrrrrnnnnnn.

0002c470h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrrnnnnn..

0002c480h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrnnnnnnn.

0002c4590h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrnnnnnn..

0002Ze4a0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrrnnnnn..

0002e4b0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrrnnnnnn.

0002e4c0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrrnnnnnn.

0002e4d0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrnnnnnnn.

0002Ze4e0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrrnnnnn..

00Q2c4f0h: 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 00 ; «ovvrrrrrnnnn...

00 00 OO0 00 OO0 00 00 00 00 00 00 00 30 D5 02 00 § .uvevennnens 0d.. Start of new [1Ds

000<e5310h: B4 DO 02 00 00 00 00 00 00 OO0 00 00 00 00 o0 0d ;@ “B.... ...
Q00Zc520h: 06 D7 02 00 24 D1 02 00 00 00 00 00 00 a0 00 o0 @ .=, 8H..........
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Now we need to calculate the RVAs of these (see appendix):

RVA = RawOffset - RawOffsetOfSection + VirtualOffsetOfSection + ImageBase
RVA of DLL name = 2C420 - 2AC00 + 2D000 = 2E820h (20 E8 02 00 in reverse)
RVA of function name = 2C430 - 2AC00 + 2D000 = 2E830h (30 E8 02 00 in reverse)

The first one can go into the Namel field of our new IID but the second must go into an Image_Thunk_Data
structure, the RVA of which we can then put into the FirstThunk field (and OriginalFirstThunk) of our new IID.
We will put the Image_Thunk_Data structure below the function name string at offset 2C440 and calculate
the RVA which we will put in FirstThunk:

RVA of Image_Thunk_Data = 2C440 - 2AC00 + 2D000 = 2E840 (40 E8 02 00 in reverse)

If we fill in the data in the hexeditor we see this:

(SRR MR SRS 5 ? 5 ? @ b ¢ ¢ g

0002c4z0h: 6C 7L 33 32 ZE 64 oo oo ; lz3i2.dll........
0002c430h: 00 00 4C 54 43 AF TD 79 DD DD DD DD DD DD o0 00 ; . LZCOP¥W....nuun
DDDEC44Dh:|SD Eg 0z DDlDD 00 00 00 00 00 00 00 00 00 00 00 ; 02 .. vuevuernnnn MNew

0002c450h: OO0 00 OO0 00 a0 00 00 00 00 OO0 00 a0 00 00 00 00 7 ... eene i ennnnn
0002c460h: OO0 00 OO0 OO0 a0 00 00 00 00 OO0 00 a0 00 00 00 00 7 ... een e eennnn
0002c470h: OO0 00 OO0 00 a0 00 00 00 00 OO0 00 a0 00 00 00 00 7 ... eene i ennnnn
0002c450h: 00 00 OO0 00 a0 00 00 00 00 OO0 00 a0 00 00 00 00 72 ... eene i ennnnn
0002c490h: 00 00 OO0 00 a0 00 00 00 00 OO0 00 a0 00 00 00 00 ;2 ... eene i ennnnn
0002c4alh: OO0 00 OO0 OO0 00 00 00 00 00 OO0 00 a0 00 00 00 00 ;2 ... eene i ennnnn
0002c4kh0h: OO0 00 OO0 00 a0 00 00 00 00 OO0 00 a0 00 00 00 00 7 ... een e ennnnn
0002c4cOh: OO0 00 OO0 OO0 a0 00 00 00 00 OO0 00 a0 00 00 00 00 & ... een e eennnn
0002c4d0h: OO0 00 OO0 00 a0 00 0o 00 00 OO0 00 a0 00 00 00 00 7 ... eene i ennnnn
0002c4e0h: OO0 00 OO0 OO0 a0 00 00 00 00 OO0 00 a0 00 00 00 00 7 ... eene i ennnnn
0002c4f0h: OO0 00 OO0 00 a0 00 00 00 00 OO0 00 00 00 a0 00 00 7 ... ene i ennnnn
0002e500h: OO0 00 OO0 00 00 00 00 00 00 00 00 00 30 D5 02 000 oo eevnnns oo, .
0og02e510h: B4 DO 02 00 00 00 00 00 00 OO0 00 a0 00 0o 00 0d): “B.....ceeeeauns
Q00Zc520h: |06 D7 02 00 24 D1 02 00 00 OO0 00 00 00 00 00 oof; .=..88..........

Image Thunk Data

0002e530h: 00 00 OO0 00 20 D7 02 00 2< D1 02 00 00 00 o0 00): ... =..,M......
0og02e540h: OO0 00 OO0 OO0 00 00 OO0 OO0 SA DY 02 00 44 D1 02 000 ..., S«..DH.. s
0002e550h: 00 00 OO0 00 00 00 00 00 00 00 00 a0 FC DT 02 000 oo eievnnns =, .

0o0g02eS560h: 60 D1 02 00 00 00 OO0 OO0 OO0 OO0 00 a0 00 a0 00 00): "MN.....eeeeenunn
Q00Zc570h: |4E DA 02 00 FO D1 02 00 00 00 00 00 00 00 00 oof; MNO..&88..........

000Ze580h: |00 00 00 OO0 %0 DE 02 00 D4 D2 02 OO0 00 OO OO0 00f: ....0B..00......
00022590k |00 00 00 00 OO0 OO0 00 OO0 F& E6 O 00 FC D4 02 00): ........ e, . ud. .
0002eSa0h: (00 00 o0 oofoo oo oo oofoo oo oo oofzo E& oz ool: ............ e.. NewllD

O00ZcS5koh: |40 ES 02 00|00 00 00 00 00 00 00 00 90 90 90 90f; Bé. ... eennnnn.
0002eScOh: 00 00 OO0 00 a0 00 00 00|00 OO0 00 a0 00 00 00 00 ;2 ... een e ennnnn

Finally save changes, run the app to test and re-examine the imported functions in PEBrowse:
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~] BASECALC.EXE - PEBrowse Profassional
File Edit Wiew Tools Window Help

Hdagd ah DB a S &E Mo

[Z2] DOS Header
[ File Header E Structure for Import
+ ﬁ Optional Header Table #8 {(comctl3Z_ dAll): ~
= g Seclions TwportLookupTakleRWA:  Ox0O0000000
& CODE TimeDat.eSt.a.mI?: Ox0000oooo
ﬁ DT A ForwarderChain: Ox0o0ooooo
NameRWA: Ox000ZESFE {comctl3z_ dll)
ﬁ E_ES ThunkTahleRVA: Ox000Z04FC
-1 5 idata Thunk0l = 0x000ZE704 (0, Imagelist GetDraglmage)
@ Irnport ThunkOz 0x000ZE71E (0, Imagelist DragShowNolock)
ﬁ Hz Thunlk03 0x000ZE72A (0, Imagelist SetDragCursorImage)
+ ﬁ 1data Thunlz0d Ox000ZEYEA (0, Imagelist DragMove)
¥ ﬁ Treloc ThunkOb Ox000ZEY70 (0, Imagelist DraglLeawve)
T ﬁ - ThunkOs Ox000ZEYSEe (0, Imagelist DragEnter)
Thunl07? 0xz000ZE73C (0, Imagelist EndDrag)
=3 Imports Thunk08& = 0Ox000ZETFE0 (0, Imagelizt BeginDrag)
+ [} ADVAPIZZDLL Thurk09 = Ox000ZE7C6 (0, Imagelist SetBkColor)
+- [} COMCTL32DLL Thunkl0 = Ox000ZE7DE (0, Imagelist Replacelcon)
+ g GOI32.0LL Thurnk 1l 0x000ZE7FE (0, Imagelist Destroy)
+ g EERMEL32.DLL Thunklz Ox000ZE208 (0, Imagelist Create)
-8 LZ32.0LL Table #£2 (lz32.dll):
ImportLookupTableRWA: O0x000ZES40
P TESOTI2DLL T.Thmul: D?DDDZEESD 10, LECapy)
imelateltanp: Ox0000o0a0
+ g USERZZDLL ForwarderChain: Ox00000o00
+ g Resources Name BUWL: Ox000ZES2z0 (l=3&.d11)
ﬁ File Image ThunkTahleBYA: 0x000ZES40
Thunlk0l = 0x000Z2ES30 (0, LEZCopy!
Table #10: (Directory Delimiter)
ImportLookupTableRWA:  Ox00000000
TimeDat a5t anp - OxO00oooao
ForwarderChain : Ox000ooooo
NamePWA : Ox000ooooo
ThunkTableBWA : Ox0o0ooooo w
£ >

In order to call your new function, you would use the following code:

CALL DWORD PTR [XXXXXXXX] where XXXXXXXX = RVA of Image_Thunk_Data + ImageBase.
In our example above for LZCopy, XXXXXXXX = 2E840 + 400000 = 42E840 so we would write:
CALL DWORD PTR [0042E840]

FINAL NOTE: even if we had added a function used by a DLL which was already in use eg kernel32.dll, we
would still need to create a new IID for it to enable us to create a new IAT at a convenient location as above.

Just as an addendum to this page, here are a few shots of the automated tools mentioned above:
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B code Snippet Creator version 1.0% build 2 by Iczelion
File Edit PEInfo BEM Help

Mo Project

Mew Targek

M

Options

| Exit |

Of note, SnippetCreator adds jump-thunk stubs of new imports to your code whereas with the other utilities
you have to do this manually.

[IDKing v2.01 by SantMat

www.rutuam_urg

Pick a file | | W Backup

Dli[s] Name Function[s] Name[case sensitive]

= =

| About ‘

© 2006 CodeBreakers Magazine Page 58 of 87



PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW

. CaveWriter - dzzie ana sprite. x|
Fe File : |D:HF'r-:uieu:ts'xcavewriter'ﬁe:-:ample"-.mu:udded.e:-:e
Available Api ImageB aze: 400000 EntryPt: 40111C Offset Calculator |
EE FERMEL3Z.dIl call GUIConfirmPID ﬂ
& win320Ldl Duﬁl‘l S‘?SB.-‘-‘«

O~ | || o Fr Pl ca

g G Ll ConfirmPI D imp 40710CE

OD405E7E 50 PUSH Efx

00405E77 ESOE B2 FF FF CALL 0401084h
00405E7C ES 4D B2FF FF JMP 04010CER
00405E81 0000 ADD BYTE PTR [E&x]AL

FF1510 A0 400050 E8 OE B2 FFFFE3 4D B2 FF FF

00405E70 FF1510 AD 4000 CaLL Dw/ORD PTR D5:[0404010h] j

Embed @ %Wa [405=70 Sect: text FileOffzet; BE 70

GUIComfimPID = CALL [40401D] A Bob B Aerbie Ernbed
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14 Introduction to Packers

In this section we will examine the effect of a simple packer on our example app and cover 2 main ways of
patching a packed executable - either by unpacking first or by inline-patching. We will use UPX1.25 since this
is really an executable compressor and doesn't use any advanced protection mechanisms. In the words of
Marcus & Laszlo (the authors of UPX):

"We will *NOT* add any sort of protection and/or encryption. This only gives people a false feeling of security
because by definition all protectors/compressors can be broken. And don't trust any advertisment of authors
of other executable compressors about this topic - just do a websearch on 'unpackers'..."

First we scan our app with PEID:

5 PEID v0.93

File: | Ci\Program FilesiHex Taols|BASECALC.EXE L]
Entrypoink: | 000ZADE4 EP Section: | CODE ﬂ
File OFfset: | DODZA1E4 First Bytes: |55,86,EC,83 | = |
Linker Info: | 2,25 Subsystern: | Wwin3z GUI ﬂ

Baorland Delphi 2.0
MUl Scan | Task'u'iewer| Cptions | About | Exik |

[v Stay on top ﬂ ﬂ

Next we pack our app with upx. This is a commandline utility so we open a DOS box where our app is and
type "upx basecalc.exe":

e (CAWINDOWSvsystem32emd. exe

C=“Program Files“Hex Toolsz>upx bazecalc.exe

229888 —> 22672 48 .31x win32 pe hasecalc.exe
Packed 1 file.

C:sProgram Files“Hex Tools>_

Now we notice file size down from 225Kb to 91 Kb and in PEID we see this:
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7€ PEID v0.93

File: |C:YProgram Files\Hex Tools\basecalc, exe

Entrypaint: | 0O03F230 EP Section: | UP¥1 =]
File Offset: | 00015630 First Bytes: |60,6E,00,40 | = |
Linker Info: | 2,25 Subsystem: |\Win3z Gl ﬂ

Py 0.89.6 - 1.02 J 1.05 - 1,24 (Delphi) stub -= Markus & Laszlo

Exit |

PEBrowse Pro shows that there are now only 3 sections called UPX0, UPX1 and .rsrc The resource section
now contains the import directory but for each DLL there are only one or two imported functions - the others
have disappeared:

Mulki Scan | Task'-.-'iewer| Cptions | Abiout |

[v Stay on top

-] basecalc.exe - PEBrowse Professional - [Structure for Import]

% File Edit Wiew Tools ‘Window Help
3 = DR = o 41
b & d Al B A % [H e vl By
[E DOS Header Tahle #1 (KEBMEL3Z.DLL) :
ﬁ File Header InportLookupTableRVA: 0x00000000
ks EﬁzﬂpﬁonaHﬁeada TimeDateStanp: Ox00000000
- g - ForwarderChain: Ox00000000
NamePWA: Ox00041144 (EERMELZEZ_DLL)
ThunkTahlePRVA: Ox0004110C
Thunk0l = 0x0004113C (0, LoadLibrariyd)
Thunk0Z = Ox00041154 (0, GetProciddress)
Thunk03 = 0x00041144 (0, ExitProcess)
Table #2 (adwapi3f_dll):
Eﬁ Eesounce I?portLookupTableRUA: Ox00000000
1lmelrate amp - e
- 3 Imparts TimeDateStanp 0:x00000000
pﬁDVAH32DLL ForwarderChain: Ox00000000
= __ g NameRWA: 0x00041151 {adwapiZz.dll}
RegFlushkey ThumlTab 1 e RVA: 0x0004111C
=&} COMCTL32.DLL Thunk0l = 0x000411E2 (0, RegFlushHey)
{22l Imagelist_Create Table #3 {comeotl3Z_dll):
= g GOI320LL InportLookupTableRVA: 0x00000000
3 SaveDC S —
orwarder alh: X
-3 KEHNELEZDLL NameRWA: 0x0004115E {(comctl3Z.dll}
[ ExitFrocess Thunk TableRVi: 0x00041124
{58 GetProcaddress Thumk0l = 0x000411C& (0, Imagelist_Create)

@ LoadLibransd,

Table #4 (gdi3z_dll):

] g OLEAUT32.DLL ImportLookupTableBWA: 0x00000000
l': anantClear TimeDateStanp: 0x00000000
— g USER32.0LL ForwarderChain: Ox00000000

GelDC NameRWA: 0x0004116B (gdizz.dll)
ThurkTableRWA: 0x000411EC
&3 H_ES':'“'CES Thurnkol = 0x000411D& (0, SaweDC)

File Image Table $5 (oleaut3Z.dll):
TwportLookupTableRWh: Ox00000000
TimeDateStanp: Ox00000000
ForwarderChain: Ox00000000
NamePWA: O0x0004117E5 {oleant3z._dll)
ThunkTableRYh: Ox00041134
Thunk0Ol = O0x000411E0 (0, WariantClear)
Table #5 (user3Z.dll):

InportLookupTableRFa: 0x00000000
TimeDateStanp: Ox00000000
ForwarderChain: Ox00000000

NameRWA: 0x000411582 {(user3Z.dll)
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Note the .rsrc section has retained its original name even though the others have changed. Interestingly this
dates back to a bug in the LoadTypeLibEx function in oleaut32.dll in Win95 in which the string "rsrc" was
used to find and load the resource section. This created an error if the section was renamed. Although this
bug has been fixed it seems most packers do not rename the rsrc section for compatibility reasons.

By opening the app in LordPE editor and pressing the compare button we can open an original copy of our
app and see the changes made to the headers:

Compare PE files ] X
Itern To Compare basecalc.exe Copy of BASEC... ||~
x filezize 1aA00 aa200

v’e_lfanew Qo000 on Qooooioo

* FileHeader:

" Machine 014C 014C

x HumberQdfSections Qoo3 noog

/TimeDateStamp 28428E19 28425E19

U’F‘DinterTDSythITable Q0a000aa Q0oo0aao

¢ MHurmber0iSymbols Q0000000 Qooooooo

w/SizeDpotinnalHeader QoED ndEn

X Characteristics g18F g18E

[ T TI IN PR af
Compare PE files ] X
Item Tao Compare basecalc. exe Copy of BASEC... || =

V’ MinorLinkertyerzion 19 19

x SizelfCode Q0016000 00024000

x Size0flnitislizedD ata Q0002000 Q000oE Q0

x Size0fUninitializedD ata Q0023000 Qo0ooooo

x Address0fE ntrpPaint Q003F230 Q00zane 4

x BazeliCode Q0024000 0000t ooo

x Baze0(D ata Q0040000 Q00ZB 000
JlmageBase Q0400000 Q0400000
Q/Secticun-’-'-.lignment Q0007000 0000t ooo

s/ Filedlignment Q0000200 Q0000200

- ’ I, PSR py ISR SR m R SV, [ mnnd nrn i
Compate PE files ] x|
Item To Compare basecalc. exe Copy of BASEC... ||~
* DataDirectones:

¢E:-:p|:|rtTa|:||E-H"-.-".-':‘-. Q0000000 Qooooooo
v’E:-:p-:urtTaI:uIe-Size Q00oooon Qooooooo

x ImportT able-FAivia, noo410e0 Q0020000

x ImportT able-5ize Qo000 7a Q0001 ElE

x Resource-RYA Q0040000 Q0034000

x Rezource-Size Qoo01030 00002EQD

V’ Exception-Fyvi Q0000000 Q00o0ooa
U’E:-:cepticun-Size Qo00o0ao 00000

w/ Security-Fhd, Q0000000 Qo0ooooo

- .’ Commarib Timm [nimininininininl [ninininininininl X
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When we open our app in Olly we get a message that the executable is likely packed. Just click OK and we
land at the entrypoint:

& CPU - main thread, module BASECALC

A4 3F 238 [=5] FUSHAD

AE43F231| . BE HEAB4288 MO EST, BHSECHLLC . B84 ZHEER
HE43F235) o SO0OBE @@YOFDFF| LER EDI,ODWORD PTR OS5:[ESI+FFFOTEEE]
AE43F22C . CY87 D4B23020E8| MOU DWORD FTR DS:[EDI+ZES04], 3323453550
AE43F245( . 57 FUSH EDI

BR4ZF247| . BICO FF 0OF_EEF,FFFFFFFF
BE43F24n| .~EE BE JMPSHORT BRSECALL. BR43F2CA
BR4ZFZ4C| o HOP

Ha43F240 HOP
BE43F24E HOF
BE43F24F ] HOF

ap43rzsa| > o HOU AL,EVTE PTR DS:[ESI)

UPX has compressed our app and appended the code with a stub containing the decompression algorithm.
The entrypoint of the app has been changed to the start of the stub and after the stub has done its job,
execution jumps to the original entrypoint to start our now unpacked program.

The rationale for dealing with this is to let the stub decompress our app in memory and then dump the
memory region to a file to get an unpacked copy of the app. However the app will not run straight away
because the dumped file will have its sections aligned to memory page boundaries rather than file alignment
values, the entrypoint will still point to the decompression stub and the Import directory is clearly also wrong
and will need fixing.

Note at our entrypoint in Olly the first instruction we see is PUSHAD. This stands for PUSH All Double and
instructs the CPU to store the contents of all the 32bit (DWORD) registers on the stack, starting with EAX and
ending with EDI. Following this the stub does its job and then ends with a POPAD instruction before jumping
to the OEP. POPAD copies the contents of the registers back from the stack. This means the stub will have
restored everything back the way it was and exited without trace before running the app. Since this method
is ideal in this situation it is common to other simple packers eg ASPack.

From the time of the first PUSHAD instuction, the contents of the stack at that level must remain untouched
until accessed by the final POPAD. If we put a Hardware breakpoint on the first 4 bytes of the stack at the
time of the PUSHAD Olly will break when the same 4 bytes are accessed at the POPAD instruction and we will
be sitting right in front of our JMP to OEP.

First we must execute the PUSHAD instruction so press F7 to single step. Next we will place our breakpoint.
The ESP (Stack Pointer) register always contains the location of the top of the stack so . Rightclick on ESP
and select follow in dump - this puts the stack in the hexdump window:
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=1E3

[& CPU - main thread, module BASECALC -]

i o FLISHAD i Address
Godsresi| . BE @EAB426@ | MOU ESI,BASECALC. BE4ZADOS ) e
GB4SFoar| | Cooe Dabancoo| DU DWDAD PTR DS: CEDL+S08041, BaB4a3aC L

. H + ’ i g
GBE4ZFZ4E| . ¥ PUSH EOI EDH FCSEEES4 ntdll.KiFastSystenCal LRy
BB43F247| . B3C0_FF OF_EEF, FFFFFFFF et
BB43FZ4R E JHP SHORT BASECALC.DB43F2EA + T PlLs
824 3F 240 : EST FRFFFEF |
GRASFS4E EDI 7C91873  Decrement Minus
BE43FZ4F|  G@ EIP @843F23 ...
BIE43FZ50 AL,EYTE FTR DS:[ESI] @ ES pEs
BE43FZES| . EYTE PTR DS:[EDI1, AL M
Bo4sroee| > o1 b, B ¢l D5 ooz Modfy Ener
GE43F25E| . SHORT ERSECALC.BB4IF261 28 E2 082 Copy selection toclipboard  Chrl+C
SSQ%FEEE EE?:EEDHD FTR DS:fESTd E S LaztEr  =opy all registers to clipboard
BE43FEEF| , 11 AOC_EBX, EEX
BE43FZEL| T2 ED JE SHORT ERSECALC.BE43FZE0 EFL @e@aazd
BE43FZES| . BS B1080E08 |0V EAX, 1 5TE empty —
BE43FZES| > B1DB AOD EEX, EEX e :
pod3Faen| 78,87 g SHORT BASECALC.BB43F273 512 enoty @ | olow in Stack

Now highlight the first DWORD of the stack, rightclick and select breakpoint, hardware on access, DWORD:

[ CPU - main thread, module BASECALC

BE42F2EF

g B PLISHAD A |Registers (FFL
BEGSFZS1| . BE BEAGEGZEE | MOU ESI,BASECALL. BE420BEE e coooooen
BE42FE26( . S0EE GE7EFOFF|LEA EDI,OWORD PTR DS: [ESI+FFFOPAEE] Er AR1SFFEA
BE4ZFESC| . CTET D4BZG20H|HOU OWORD FTR DS:[EDI+ZEI041, 83348550 D% 7C9BERSG r
BE4IFEdE . E7 PUSH EDI EEW TFEOEREE
@E43Fz47| . 22C0 FF OF_EEF,FFFFFFFF EoP BE1ZFEC4
BE43FZ40 E JHF SHORT BASECALC.B843F25A EEF BRl=FFR@
BT F ESI FFEFFFFE
R EDI 7C918733 r
ggiggggg ] EIF B842F238 E
BE4ZFEEE ¢ S SR
a4 3F 252 b A @ S5 aBR3 i
a4 3F 255 ? 1 DOF a@e3 i
et as ireakpoink » Memoary, on access S B PS5 oBosE :
e i ey e [g EE
earcn ror EMMary, an Write
BE4 2P 250 ! 0 8 LastErr E
5

Follow DWORD in Disassembler

e " -- e -

Fallow DWORD in Dump IME
BE43FZEE Hardware, on write » W'ord
BE43F 2ER Go to 5 : _ i
B4 IF2EL Hardware, on execution &
BEd 2F2EE =T ETIIT . E
HE43F271 He:x 4 ETS emptu ™8, @
b e , STE empty B.8

5TF empty .0
BE43IFZFYT 2
el Short b4 — | FsT @E@a  conc
BE4EFEF0 Long 3 3 FCW B27F Prec
VARA2DC 2005 —
P, | Floak » 3
Disassemble
Special »

Address | Heu dump Appeatance 4 ASCII A | Hddiress | Ualue
GO1ZFFCHAE B0 81 i o s oewo— U PF | DM S & | LEE A TLa.
BE1ZFFO4 | o gk C2 FF 12 bB A2 CZ 1A 81 FF FF FF FF|E2@TEE #,d1+ii BE1ZFFCE| FC9:
HETZFFE4|F3 99 83 vC 58 60 81 VC B0 B8 0B B0 B8 B8 OB B0 BE31EMH e aae.. HE1ZFFCC| FFEFF
HETZFFF4| B8 B8 OB B0 38 FZ 43 B0 B8 B8 08 @0 B = B i EE}EEEHE EEE[

Next run the app by pressing F9 and Olly will break after the PUSHAD directly before the JMP to the OEP. The
OEP shown here has the ImageBase 400000h added onto it so to make it into an RVA we subtract it which
leaves 0002ADB4h:
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CPU - main thread, module BASECALC

BE43FZFE( . 93C3 84 ADD EEX, 4
BR43F37¥E( .~EB E1 JMP SHORT BHSECALC. BA43F361
BE43F 226 i EE?E 146164688 EE%EDDNDRD PTR DS: [ESI+461141]
.~E? 2Z3BAFEFF | JMP BRASECALC.A842A0E4

C H4F 34288 EBASECALC.8843F 304
BER43F 328 HCF 34388 EBRSECALC.8843F3AC
BEA43F 334 0434288 EHSECALC.8842C304
BE43F 332 [5]5] 5]5]
BER43F 339
BE43F 297
BaaF 3ot
aa43F 220 O E P
BE43F 32E
BE43F33F
BE43F 28

B543F 201
9B43F 30

If you want to cheat there is a quick way which always works for upx. Simply scroll to the end of the code in
the CPU window in Olly and just before all the zero padding starts you will see the POPAD instruction shown
above.

NOTE: other packers which use the same simple PUSHAD/POPAD mechanism may jump to the OEP by using
a PUSH instruction to put the value of the OEP onto the top of the stack followed by a RET instruction. The
CPU will think it is returning from a function call and conventionally the return address is left on top of the
stack.

Next we single step once with F7 so we are at the OEP and dump the app using the OllyDump plugin. Just
click on plugins, OllyDump and select dump debugged process. In the next box we will deselect fix raw size
and rebuild imports in order to illustrate some points of interest:

OllyDump - BASECALC. EXE

X
Start Address: |400000 Size: [42000
Entry Paint: 3F230 - Modify, |24DB4 Get EIP az OEP | Cancel |

Eaze of Code; |24000 Baze of Data; 40000

Fix Raw Size & Offzet of Dump Image

Seu:‘l'i;un | Yirtual Size | irtual Offzet | Faw Size | Faw Offzet | Charactaristics
LP=0 00023000 00007 000 0oaa00a0 00000400 EQO00020
LF=1 0001 6000 00024000 0007 5400 00000400 EQO00040
002000 00040000 00001 200 000715800 COo00o40

Deselect
these

Febuild [mport
¢ Methodl : Search JMPIAPI] | CALLEAPI] in memary image
" Method? : Search DLL & AP name sting in durnped file

Note that OllyDump has already worked out the base address and size of image (which you could see by
looking in the memory map window) and has offered to correct the entrypoint for us (although we could do
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this manually in the hexeditor). Press the DUMP button and save the file (eg as basecalc_dmp.exe). Leave
Olly running for now.

Unfortunately we see something is wrong because our file has lost its icon and if we try to run it we get an
error:

[Flbasecal:_dmp.exe 264 KB Application 18052005 12:03

C:¥Program FilesiHex Toolsibasecalc_dmp.exe

Q C:\Program Files\Hex Tools\basecalc_dmp.exe

Only park of a ReadProcessiMemary or WiiteProcessMemory request was completed,

This is because of the alignment issues mentioned earlier - the filesize has also increased as a result. Open
the app in LordPE and look at the sections. The raw offset and raw size values are wrong. We will have to
make the Raw values equal the Virtual values for each section for the app to work. Rightclick the UPXO0
section and select edit header:

Section Header w
Mame: T
Vitualbddress: | 00001000 _ Cancel |

"irtalSize: Q0029000
B awdffset: OO0 CE

Rawsize: Q0000000

Flags: EO000020 | ... |

Now make RawOffset equal VirtualAddress and RawSize equal VirtualSize. Repeat for the other sections then
click save and exit (this is what the "fix raw size" checkbox in OllyDump does automatically). Now the icon
has returned and we get a different error when we try to run it: "The application failed to initialize properly".
This is because the imports still need rebuilding.

It is possible to do this manually using a process similar to adding imports which we discussed in a previous
section. However this can be very time-consuming if there are a lot of imported functions and the method
depends on how damaged the import data is. Here we will use ImpREC 1.6F by MackT to do this
automatically. ImpREC needs to attach to a running process and also needs the packed file to find imports.
Start up ImpREC and follow these steps:

select basecalc.exe in the box at the top (it should still be running in Olly.)
Next enter our OEP (2ADB4) in the appropriate box

Press the "IAT AutoSearch" button and click OK on the messagebox

Press the "Get Imports" button

Press "Show Invalid" - in this case there are none

vk W
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6. Press "Fix Dump" and select basecalc_dmp.exe in the open dialogbox
7. Exit.

% Import REConstructor v1.6 FINAL (C) 2001-2003 MackT/uCF

Attach ta an Active Process

| c:\program fileshhes tools\basecals. exe (Q0000F 40) L‘l) ﬂ Pick DLL

|mparted Functions Found

Show |neeahd i

Show Suspect

Auta Trace

Clear Imparts

Log

Module loaded: c:wwindowshspstem324ole32 dl ~
M odule loaded: o vwindowshzpstem 32\ ustheme. dll

Module loaded: o Wwindowshsystemn 32hapntpics. dil Clear Log
Module loaded: c:windowshspstem 324 verzion. dll
[Getting azsociated modules done.

I4T Infoz needed @ Mew Import Infos [IID+A5CI+LOADER] Options

: IAT AutaSearch | Rya (00000000  Size |00000000
RV, |nnnnnnnn[3 Size 00001000 e

Load Tree | Save Tree | et Imparts |@ Fix Dump @

Abaut

TR

L

E st

ImpREC will save a fixed copy of our dumped file appended with "_" so run basecalc_dmp_.exe to test it. If
we examine this file we will see that size has increased and there is an extra section called "mackt" - this is
where ImpREC puts the new import data:

dgd h@®EE

| D05 Header
¥ File Header
[ Optional Header

it

+- ) Imports

+- [} Resources
[Z File Image

Since UPX is purely a compressor, it has simply taken the existing import data and stored it in the resource
section without encrypting or damaging it. This is why ImpREC finds all valid imports without resorting to
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tracing or rebuilding - it has taken the import directory from the packed executable in memory and
transferred it to the new section in the unpacked executable.

Scanning with PEID now reveals:

75 PEID v0.93

File: |C:YProgram Files\Hex Tools\BASECALC_DMP_EXE
Entrypoint: | 0002ADE4 EP Section:  |UP%1 ﬂ
Fil= Offset: | DO0ZADES First Bytes: |55,8B,EC,83 | > |
Linker Info: | 2,25 Subsystem: |Win3z Gl ﬂ

Borland Delphi 2.0

Mulki Scan Task Viewer | Cptions | Abiout | Ezxit |
[ Stay on top Gl | it

This illustrates the steps necessary to unpack an executable packed with a simple compressor. More
advanced packers add various protection schemes to this eg antidebugging and anti-tampering tricks,
encryption of code and IAT, stolen bytes, API redirection, etc. which are beyond the scope of this tutorial.

If it is necessary to patch a packed executable, it may be possible to avoid unpacking it first by using a
technique called "inline-patching". This involves patching the code at runtime in memory after the
decompression stub has done its work and then finally jumping to the OEP to run the app. In other words we
wait until the app is unpacked in memory, jump to patching code which we have injected, then finally jump
back to the OEP.

To illustrate this technique we will inject code into the packed executable to pop up a messagebox and let us
know when the app is unpacked in memory. Clicking OK will then jump to the OEP and the app will run
normally.

The first task is to find some free space for our code so open the packed app in the hexeditor and look for a
suitable "cave". Free space at the end of a section is better as it is less likely to be used by the packer and is
extensible by enlarging the section if necessary (see adding code to a PE file.) You can see how efficient UPX is -
there is hardly any free space - but a small cave exists here. Now add the text "Unpacked..." and "Now back
to OEP" in the ASCII column of the hexeditor as shown:
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O0016410h: CC CC CC C8 77 77 77 77 77 FF T Y OF? T 7 77 : IIIEwwwwwwuwwwww
O001642z0h: 77 77 77 77 00 00 OO0 OO0 OO0 OO0 00 OO0 OO0 OO0 OO0 OO0 F WHHW. o v v v v v e
O0016430h: 55 6E 70 61 63 6B 65 64 2E 2ZE ZE 00 00 00 00 00 ;@ Unpacked........

no00le6440h: 4E 6F 77 20 62 61 63 6B 20 74 6F Z0 4F 45 EEIDD : HNow hack to OEE.
00016450h: OO0 00 OO0 OO0 OO0 OO0 00 oo 00 0o 00 00 o0 0o oo oo o;

00016460h: OO0 OO0 OO0 OO0 OO OO 00 OO0 00 00 00 00 00 0o oo aod g
00016470h: OO0 00 OO0 OO0 OO0 OO0 00 oo 00 0o 00 00 o0 0o oo oo o
00016480h: OO0 00 OO0 OO0 OO0 OO0 00 oo 00 0o 00 00 oo 0o oo oo g
00016490h: 00 00 OO0 OO0 OO0 OO0 00 oo 00 0o 00 00 oo 0o oo oo g
000164a0h: 00 00 OO0 OO0 D4 53 03 00 23 00 00 00 20 OO0 OO0 00 ;@ ...058. . (... ...
0001g4kb0k: 40 00 OO0 OO0 01 OO0 O1 OO0 OO0 OO0 OO0 OO0 00 01 00 00 @ B..eeeeeeeneenns
000164c0h: OO0 OO0 OO0 OO0 OO OO0 00 00 00 0o 00 00 oo 0o oo oo o
000164d0h: 00 00 OO0 OO0 FF FF FF 00 00 00 OO0 0dd YF FF FF FE ; ... .%%Fd..... O
nnni1ed4enh: 7F FF FF FE RO C1 /% MR AR 09 93 7 AL C9 B3 NA M AF . nE vk f.

This will mark our spot for the patch in Olly without having to worry about calculating VAs. Save changes and
open the app in Olly. Rightclick in the hex window and select search for binary string. Now enter "Unpacked"
and note the VA of the 2 strings. In the CPU window, rightclick and select Goto expression. Enter the address
of the first string and you will see the 2 strings in hexadecimal form. Olly has not analysed this properly so it
displays nonsense code next to it. Highlight the next free row underneath and press the spacebar to
assemble the following instructions:

PUSH 0
PUSH 440C30 [address of first string]
PUSH 440C40 [address of second string]
PUSH 0
CALL MessageBoxA
JMP 42ADB4

——
[EEEET=Ta=T ]

—
PUSH EEBP

BEd4EcE 1
BE44Bc3z
BE44EC3
BE44BEC3T
BE44EC3E
BE44EC39
HE44EC3H
BE448C30
BEd4EcIF
BEd44Bcd 2
BE44EC44
BEd44BEC4 T
BE44EC4H
BEa44B8C4E
Hid44HC4E
BEa448C4F
BEd44ECE 1
BE44BCES
BE44BECES
BE44BECET
BE44ECED
BE44ECER
HE44ECED
HE44BCEF
BEd4EcE 1
BEd44BC6E
BE44BECEE
BE44BECET
BE44ECED
HE44ECEE|
B0440060| 0000

.

ouTs D, BYTE PTR ES:[EDI]
JO SHORT basecalc.88448095
ARFL WORD PTR D5: [EER+551,EBF
FREFI® FS:

FREFI® CS:

PREFIX CS:

AOD BYTE PTR CS:[ERX], AL

ADD BYTE PTR DS: [ERXI, AL

AOD BYTE PTR DS: [ESI+&F1,CL

JA SHORT basecalc.B88448C54
EOUMD _ESP, QWORD PTR DS: [CECH+63]
IMUL ESF,DWORD FPTR _OS:L[ERXI, 74
OUTS O, OWORD PTR ES:LCEDI]
AMD BYTE PTR DS:[EDI+451,CL
PUSH EH:

AODD BYTE PTR DS:[ERX], AL
AODD BYTE PTR DS: [ERXI, AL

v Fill with MOP"s

Azzembl Cancel |

L et e
[H0D BYTE PTR DS: [EAAT.BL

Make a note of the address of our first PUSH instruction - 440C4E. Our code should look like this:
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[8 CPU - main thread, module basecalc

BE44EC2A
BE448C31
BE44EC32
BE44EC34
BE44EC37
BE4480238
BE448C32

FUSH EEF

FREFIX FS:
FPREFIx CS:
PREFIx CS:

ouTs O¥,BYTE PTR ES:LEDI]
JO SHORT basecalc. 88448095
ARPL WORD PTR D5:[EBX+&51,EBP

HE44ECIA
AE44EC20
BE44BC2F
BE44EC42
BE44B8C44
BE44B8C4 7
BEd4EC4H
HE44ECH4E
BE44ECHE
AE44ACER
BE44BCES
BE44BCER
BE44BCEC
BE44ACE]L
B4 ECES
PB44BCES

AOD BYTE PTR CS:LERX], AL

AOD BYTE FPTR DOS:LERX], AL

AOD BYTE PTR DOS:[ESI+&F]1,CL
JA SHORT basecalc.B@B844B6CE54
BOUHO ESF, AWORD PTR DOS5: [ECH+532]
IMUL ESP,OWORD FTR DS: [EAX], 74
QuUTS OX, OWORD PTR ES:LCEDI]

AMD BYTE PTR DOS:[EDI+451,CL
FUSH @

FUSH basecalc. 80448038

FUSH basecalc. 80448048

FUSH &

CALL USERZ2Z.MessageBoxA
JHMP basecalc.Ba42RA0B4
HOD BYTE PTR D5:LCERAX].AL
ADD BYTE PTR D3:[EA=]. AL

(55|
SEAC4 488
4EAC4 488

]
BOF9IE7T
4EA1FEFF

PEaE

aagg

Next rightclick and select copy to executable, selection. In the new window rightclick and select save file etc.
If we check in the hexeditor we see our code has been added:

D1 ¢ 3 4 % & 7§ 3 s b e d g f
00016420k: 77 77 77 77 00 00 00 OO0 OO0 OO0 OO0 00 00 00 00 OO0 ; WWWW..esunnnnss.
ODD16430h: 55 6E 70 61 63 6B 65 64 2E 2E 2E 00 00 00 00 00 ; Unpacked........

ooo16440h: 4E 6F 77 20 62 61 63 6B Z0 74 oF zZ0 4F 45 50 00 ;
00016450h: 00 62 00 &5 30 OC 44 00 65 40 0OC 44 00 6i 00 EF ;

Now bhack ta CQEP.
J.h0. D hE.D.J.E

OoO01g450h: S5 F5 95 77 ES 4B A1 FE FF 00 00 00 00 00 OO0 00 ; te weKipb¥e......
00016470h: 00 OO0 00 O 00 00 00 00 00 00 00 OO0 00 00 00 00 ; v eewnnnsnnnnnns
00016450h: 00 OO0 00 O 00 00 00 00 00 00 00 OO0 00 00 00 00 F . eewnarsnnnnnns
00016490h: 00 OO0 00 O 00 00 00 00 00 00 00 OO0 00 00 00 00 F . eewnarsnnnnnns
000164a0h: 00 00 O0 OO D4 53 03 00 28 00 00 00 20 00 00 00 ; ....08..0...

Finally we need to change the JMP at the end of the UPX stub to go to our code. Find it as shown earlier,
doubleclick the JMP instruction to assemble and change the address to 440C4E. Save changes again and run
the app to test it:

Unpacked... E|

Mowy back ko OEP

Clicking OK resumes BaseCalc.
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15 Infection of PE Files by Viruses

This section gives a brief glance at techniques used by viruses to infect PE files. It will be of interest to see
that the methods are exactly the same as those we have discussed earlier for adding code.

Most 32bit windows viruses infect PE files. They achieve this either by adding their own headers or updating
existing headers in order to add their malicious code to the executable. Most viruses will update the
SizeOfImage value as it is checked by the NTLoader but some neglect to change SizeOfCode.

Usually PE sections which are executable are not writable but those added by viruses need to be both since
the code and data of the virus exist in the same section. The virus will therefore alter the Characteristics field
of the section header to allow this.

Overwriting viruses are crude since they simply overwrite the code of the host program rendering it
useless, however they are easily detected as the host app stops working.

Header viruses insert themselves between the PE header and the beginning of the first section. These have
to be very small as the space they occupy is limited by the FileAlignment value (default=512bytes) which
dictates where each section will start. Example Win95/Murky

Prepending viruses attach to the beginning of a PE file so that viral code is executed before the host app's
code. There are 2 modes of action:

1. The virus moves the PE header to the end of the host app and inserts its code into the space.
2. The virus appends the host app to itself.
These viruses may after execution, clean a copy of the host app, launch it and then reinfect it.

Appending viruses add their code to the final section. The section header of this section is patched to
reflect the new size of the file (SizeOflmage, VirtualSize and SizeOfRawData). AddressOfEntryPoint is
modified to point to the viral code and the Characteristics field is modified to be executable and writable. The
NumberOfSections field is not changed. Example Win95/Anxiety

Some viruses of this type avoid modifying the AddressOfEntryPoint field by overwriting the instructions at the
EP with garbage containing a JMP to the start of the viral code. Example Win95/Marburg

Companion viruses do not modify the host file but create a copy of themselves with the same name as the
host file but with a .com extension. The viral .com copy is therefore executed by windows first, followed by
the .exe host file. These viruses use the FindFirstFileA, FindNextFileA, CopyFileA, and CreateProcessA API
functions. Example Win95/SPAWN.4096

Cavity viruses split themselves into tiny fragments which are small enough to occupy the slack-space
between sections of the PE file (which are aligned on 512 byte boundaries as discussed earlier). The
VirtualSize fields in the section table are increased to the same size as the SizeOfRawData values but the
overall size of the file remains the same making these difficult to detect. A tiny piece of viral loader code at
the EP "rebuilds" the virus when executed. Example Win95/CIH

DLL viruses insert their code into a DLL and then patch the RVA of an API function in the DLLs export table
to point to the virus code. This is because there is no AddressOfEntryPoint to redirect as DLLs always start at
a specified DLLEntryPoint. The Checksum field is usually recalculated and patched back into the DLL as this is
checked by the NTLoader. Example Win95/Lorez
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Other techniques used by viruses include appending to multiple sections at the same time and shifting
sections to create large caves for the viral code.
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16 Conclusion

I hope this tutorial has helped to make clear some of the complexities of PE format, particularly those
relevant to RCE. There are areas which I have skirted over briefly and others which I have omitted altogether
to save time and space. For those of you who may not have read all of the above referenced texts or who
need further information on specifics, I will summarise the most important.

First on the must-read list are the 2 parts of "An In-Depth Look..." by Pietrek. These superseded his earlier
article "Peering Inside the PE" which is dated and contains inaccuracies. The articles by O'Leary and Kath do
not add significantly to Pietrek's. PE.TXT by Luevelsmeyer is long and detailed and best used as a reference,
and there are certain details which even he admits unknown. There are sections in several books concerning
PE format eg. Hacker Disassembling Uncovered, Hackproof your software but these are brief and less detailed
than Pietrek's articles. Secrets of Reverse Engineering, however is different and gives a most excellent
overview of the more important concepts of PE format along with reversing in Windows in general.

Second on the must-read list are the excellent set of tutorials by Iczelion which are detailed and also oriented
around writing routines in ASM to parse and manipulate various parts of the PE file including the imports.

Third on the list is the Win32 Programmer's Reference (a must for RCE). The WINNT.h or windows.inc files
which contain all of the definitions of the structures outlined in this tutorial are a useful reference at times.

The next most valuable are the articles published in The CodeBreaker's Journal by Eduardo Labir (aka
Havok). Apart from that listed above there are other titles concerning Asprotect which are very detailed and
should be considered essential reading.

There is also a small collection of articles by Rheingold several of which concentrate on working with the PE
format. Issues 1-4 survive on the internet and can be found here:

http://www.programming journal.com/issue4/
Note there is no root or index page, nor are they indexed by Google.

This knowledge will provide a solid background upon which to understand how executable packers work and
how to defeat them by manual unpacking, inline patching, writing loaders, etc. There are many good tutorials
around concerning these things, especially the ones I have eluded to above from ARTeam and Ricardo
Narvaja. Read everything you can find, take the time to understand it and finally "work well" as +ORC always
said.
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17 Relative Virtual Addressing Explained

In an executable file or DLL, an RVA is always the address of an item once loaded into memory, with the
base address (ImageBase) of the image file subtracted from it: RVA = VA - ImageBase hence also: VA
= RVA + ImageBase

It's exactly the same thing as file offset but it's relative to a point in virtual address space, not the beginning
of the PE file. E.g. if a PE file loads at 400000h in the virtual address (VA) space and the program starts
execution at the virtual address 401000h, we can say that the program starts execution at RVA 1000h. An
RVA is relative to the starting VA of the module. The RVA of an item will almost always differ from its position
within the file on disk - the offset. This is a pitfall for newcomers to PE programming. Most of the
addresses in the PE file are RVAs and are meaningful only when the PE file is loaded into memory
by the PE loader.

The term "Virtual Address" is used because Windows creates a distinct virtual address space for each
process, independent of physical memory. For almost all purposes, a virtual address should be considered
just an address. As above, a virtual address is not as predictable as an RVA, because the loader might not
load the image at its preferred base address.

Why does the PE file format use RVA? It's to help reduce the load of the loader. Since a module can be
relocated anywhere in the virtual address space, it would be hell for the loader to fix every hardcoded
address in the module. In contrast, if all relocatable items in the file use RVA, there is no need for the loader
to fix anything: it simply relocates the whole module to a new starting VA.

Converting virtual offsets to raw offsets and vice versa (from Rheingold)

Converting raw offsets (the one in a file you see in a HexEditor) to virtual offsets (the one you see in a
debugger) is very useful if you work with the PE header. For this you need to know some values from the PE
header. You need to know the ImageBase, the name of the section in which your offset lies, . Below you see
an example of a PE header from the beginning of the file (where it is actually a MZ header until offset 80h)
until the section definitions end (offset 23Fh). The example is taken from my notepad.exe.
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aoooooon
oooooo10
ooooooz0
oooooo3a
aooooodn
aooooosa
aoooooan
aoooooTa
oooooosa
aooooos0
aoooooan
nnjuju]uln)=in]
aoooooco
aooooono
Q0ooooEd
ooooooFo
ooooo100
ooooo110
oooool1z0
oo0ooo130
ooooo140
oo0oool150
ooooolea0
ooooo17o
oo0oool1s0
oooool120
ooooo1a0
Qo000o1E0
ooooolco
oooool1no
Q000001Ed
oo0oool1Fao
oooooZ00
00000E 10
Q0000Z2a0
00000230

4D54
B300
aoaoa
aoaa
OE1F
aa73
T4z0
aDeF
s045
aoaa
ao7z
o050
o400
Q0ED
aoaoa
aoaa
aoed
aoaa
oo
aoaoa
aoaoa
aoaoa
aoaoa
aoaa
SC3E
aoaa
ZEad
o010
aoaa
E3OD
aoaoa
ZE7Z
aoed
aoaa
SCO4
aoaoa

2000
aoaa
aoaa
aoaa
BLOE
£070
BZB5
gade5
aoaoa
aoaa
aoaa
aoaa
aoaa
aoaa
1aao
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
a174
aoaa
aoaa
aoaa
aoaa
T3
aoaa
aoaa
aoaa
aoaa

o300
aoaoa
aoaoa
aoaa
004
TZaF
2072
ZEOD
4C01
EQOo
aoaoa
aoaoa
aoaoa
o004
o010
1aoo
gCaoa
aoaa
3Co9
aoaoa
aoaoa
aoaoa
aoaoa
aoaa
o010
aoaoa
e100
o050
4000
aoed
aoaa
e300
ao7a
4000
oo
aoaoa

aoaa
aoaa
aoaa
aoaa
asch
a7v
T56E
oDoa
o500
OEO1
aoaa
4000
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoca
aoaa
aoaa
aoaa
aoaa
o040
aoaa
aoaa

o400
4000
aoaoa
aoaoa
Z1EB3
gl1aD
2089
£400
a591
OBO1
cC10
o010
o400
L5092
aoaoa
aoaa
ao7a
aoaoa
aoaoa
aoaoa
aoaa
Edez
aoaoa
ZET4
o040
aoaa
4C03
aoaa
ZEa9
o010
aoaa
aoed
aoaoa
ZE7Z
o010
aoaoa

aoaa
aoaa
aoaa
aoaa
014cC
Z0a3
aEZ0
aoaa
4635
0304
aoaa
aoaa
aoaa
o100
1aao
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
a57s
aoaa
aoaa
aoaa
aoaa
gd6l
aoaa
aoaa
aoaa
aoaa
B5ac
aoaa
aoaa

Example 1 - Converting raw offset 7800h to a virtual offset:

FFFF
aoaoa
aoaoa
g0aa
Chz1
Gl16E
444F
aoaoa
aoaa
o040
o010
o010
aoaa
ozaoo
o010
aoaa
E453
aoaoa
aoaoa
aoaoa
aoaa
400z
aoaa
7400
o010
£000
o050
aoaa
7461
a0ed
4000
ao7a
aoaoa
aFa3
oo
4000

aoaa
aoaa
aoaa
aoaa
3463
GE&F
33Z0
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
aoaa
a0e0
aoaa
aoaa
aoaa
aoaa
o040
aoaa
aoaa
aoaa

iz program canno
L be run in DO3

mode. .. .5,
FE..L. e.F5....
............. [..
O o
P....B.........
....... Deood
e e e m e
......... b..d
......... text
Feeaaaa B......
data...L F
..... Fovoneooo..
[ idata. .
............ [..d
rarc.. il
I T

The ImageBase (DWORD value 34h bytes after the PE header begins, in our case B4h) is 40000h. The
Section Table starts F8h bytes after the PE header starts, in our case 178h. It is this part:
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aoooo17o ZE7T4 6573 7400 0000 ... ..aas CEXt...
oooool1s0 0010 0000 0040 0000 0010 0000 5. ..aa.. - .
00000120 0000 0000 0000 o000 0000 0000 2000 0060 &. .. eeaeesaa . e
ooooolad ZE64 al174 6100 0000 oos0 o000 .dat&...L....P..
000001B0 0010 0000 0050 o000 oo0od d000 oood oood ... . |
0ooool1co 0o00 0000 4000 0O0CO ZEs9 6461 7461 0000 ....@....idatas..
aooool1no Q060 0000 0010 0000 O0ed QOO0 ..... i e e T
000001EQ 0000 0000 0000 o000 o000 0000 4000 00490 @e .. e eaeesaa E..E
Q00001F0 ZEYE 7372 6300 0000 0070 0000 .rESKECe..s aaaD..
00000200 0060 0000 OO7%0 0000 0000 0000 0000 0000 @ e ebDeessessnns
00000z 10 0000 0000 4000 0040 ZEVZ 656C 6F63 0000 ....R..R.reloc..
oooooZ2E0 000 0000 0010 0000 O0D0 0000 &@..eeeeeesnnnans
00000£230 0000 0000 0000 o000 o000 0000 4000 00492 &e .. eaeesaa E..EB

The colored values tell us the following values:

D Voot Size [ ial Offser | ISR Row Offer

tewxt SESC 1000 4000 1000
data 24 5000 1000 5000
idata DES &000 1000 &000
IStC 6000 7000 &000 7000
teloc ASC Dann 1000 Doon
The and orange coloured values in the hexeditor output above are not of interest for the

conversion but have other functions (see Section Table page).

We want to convert raw offset 7800h. It seems obvious that this offset lies in the .rsrc section because it
starts at 7000h (Raw Offset) and is 6000h bytes long (Raw Size). Offset 7800h is located 800h bytes after
the section starts in the file. Since the sections are copied to the memory just like they are in the file, this
address will be found 800h bytes after the section starts in memory (7000h; Virtual Offset). The offset we
search is at 7800h. This is absolutely not common that the raw offset equals the virtual offset (without
ImageBase). In this case it is only because the sections start at the same offset in memory and in the file.

The general formula is:

RVA = RawOffset_YouHave - RawOffsetOfSection + VirtualOffsetOfSection + ImageBase
(ImageBase = DWORD value 34h bytes after the PE header begins)

The conversion from a virtual offset to a raw offset just goes the other way round. The general formula is:
Raw Offset = RVA_YouHave - ImageBase - VirtualOffsetOfSection + RawOffsetOfSection

For 40A000 that is: 40A000-400000-7000+7000 = A000

There are also automated tools to perform the above conversions. Pressing the "FLC" button on the PE Editor
of LordPE will allow you to convert an RVA to an offset:
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File Location Calculator ] X
Addrezses

[
Fiva: |
Ii
——

Additional [nfarmation

Sechion:

Bytes: |

Offset Calculator also only allows conversion one-way from RVA to Raw Offset:

® Offset Calculator 1.0 by MrCrimson/WkT!99] rz|

Input data

File |E:'xF'rngram Filez'Hex Toolz\BASECALC.EXE
Addreszz: (00424481

Info

Section: [CODE File affzet [dec]: |‘|4?121
Cata at address: |2p4700C4 File affset [hex): |23EB1h

| Calculate | About | E xit

RVA Calculator allows conversion both ways:

R¥A Converter

X]

File  About

Current File

|B:'xF'r-:ugram FilezhHes Toolsh\BASECALC EXE

Conwert offzet Section

v RBvéataFile 1 Fileto BV Mame

Imagebaze |4|:||:||:||:||:| Wil ffeat

RA | YSize

File | R awff

Eytes RawSize
Charac.
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What Goes On Inside Windows 2000: Solving the Mysteries of the Loader -- Russ Osterlund
Anti Reverse Engineering Uncovered -- Nicolas Brulez, CBJ]

Tool Interface Standard (TIS) Formats Specification for Windows
Adding Imports by Hand -- Eduardo Labir (Havok), CBJ

Enhancing functionality of programs by adding extra code -- cOv3rt+
Working Manually with Import Tables -- Ricardo Narvaja

PE File Infection Techniques -- Konstantin Rozinov

All tutorials concerning manual unpacking (especially those from ARTeam, with special reference to

the Beginner Olly series by Shub and Gabri3l.)
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Tools Used

Hexeditor (any will do)

PEBrowse Pro http://www.smidgeonsoft.prohosting.com/download/PEBrowse.zip

PEID http://www.secretashell.com/codomain/peid/download.html

LordPE http://mitglied.lycos.de/yoda2k/LordPE/LPE-DLX.ZIP (get DLX-b update also)

HexToText http://www.buttuglysoftware.com/HexToTextMFC.zip

OllyDbg http://home.t-online.de/home/Ollydbg/odbg110.zip

OllyDump http://ollydbg.win32asmcommunity.net/stuph/g ollydump221b.zip

WinDbg http://msdl.microsoft.com/download/symbols/debuggers/dbg x86 6.4.7.2.exe

ResHacker http://delphi.icm.edu.pl/ftp/tools/ResHack.zip

UPX 1.25 http://upx.sourceforge.net/download/upx125w.zip

ImpREC http://wasm.ru/tools/6/imprec.zip

BaseCalc included in this archive ...and mentioned in the text:

MASM32 http://www.masm32.com/masmdl.htm

Signature Finder http://wasm.ru/baixado.php?mode=tool&id=244

Snippet Creator http://win32assembly.online.fr/files/sc.zip

First_Thunk Rebuilder http://www.angelfire.com/nt/teklord/FirstThunk.zip

IIDKing http://www.reteam.org/tools/tf23.zip

Cavewriter http://sandsprite.com/CodeStuff/cavewriter.zip

RVA Converter http://www.polarhome.com:793/~execution/00/ex-rvall.zip

Offset Calculator http://protools.reverse-engineering.net/files/utilities/offcal.zip
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20 Appendix: Complete PE Offset Reference

While there is a lot of data and various parts of the structure are at varying positions there are still a lot of
useful fixed and relative offsets that will help when disassembling/examining PE files. Resource information

and the such like are omitted - there are good tools available to manipulate these e.g. ResHacker.

The DOS Header

OFFSET |SIZE NAME EXPLANATION

02 WORD e_cblp Bytes on last page of file

04 WORD e_cp Pages in file

06 WORD e_crlc Relocations

08 WORD e_cparhdr Size of header in paragraphs

0A WORD e_minalloc Minimum extra paragraphs needed
0oC WORD e_maxalloc Maximum extra paragraphs needed
OE WORD e_ss Initial (relative) SS value

10 WORD e_sp Initial SP value

12 WORD e_csum Checksum

14 WORD e_ip Initial IP value

16 WORD e_cs Initial (relative) CS value

18 WORD e_lIfarlc File address of relocation table

1A WORD e_ovno Overlay number

1C WORD e_res[4] Reserved words

24 WORD e_oemid OEM identifier (for e_oeminfo)

26 WORD e_oeminfo OEM information; e_oemid specific
28 WORD e_res2[10] Reserved words

© 2006 CodeBreakers Magazine

Page 80 of 87




PORTABLE EXECUTABLE FILE FORMAT - A REVERSE ENGINEER VIEW
The PE Header

Offsets shown are from the beginning of this section.

014Ch = Intel 386, 014Dh = Intel 486, 014Eh =

04 WORD | Machine Intel 586, 0200h = Intel 64-bit, 0162h=MIPS

08 |[DWORD |TimeDateStamp Date & time image was created by the linker
0C |[DWORD |PointerToSymbolTable Zero or offset of COFF symbol table in older files
10 |DWORD [NumberOfSymbols Number of symbols in COFF symbol table
14 |WORD SizeOfOptionalHeader Size of optional header in bytes (224 in 32bit exe)
16 |WORD Characteristics see below

010Bh=32-bit executable image
18 |WORD Magic 020Bh=64-bit executable image

0107h=ROM image

1A |BYTE MajorLinkerVersion Major version number of the linker

1B BYTE MinorLinkerVersion Minor version nhumber of the linker

size of code section or sum if multiple code sections

as above
24 |IDWORD [SizeOfUninitializedData as above
2C |DWORD [BaseOfCode RVA of first byte of code when loaded into RAM
30 |DWORD |BaseOfData RVA of first byte of data when loaded into RAM
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40 |WORD MajorOperatingSystemVersion Major version no. of required operating system
42 |WORD MinorOperatingSystemVersion Minor version no. of required operating system
44  |WORD MajorImageVersion Major version humber of the image

46 |WORD MinorImageVersion Minor version number of the image

48 |WORD MajorSubsystemVersion Major version number of the subsystem

4A |WORD MinorSubsystemVersion Minor version number of the subsystem

4C DWORD |Reservedl

Image checksum (only required for kernel-mode

58 |DWORD |CheckSum
. drivers and some system DLLs).

5C |WORD Subsystem 0002h=Windows GUI, 0003h=Windows CUI
0001h=per-process library initialization
0002h=per-process library termination

5E  |WORD |DlICharacteristi
aracteristics 0003h=per-thread library initialization

0004h=per-thread library termination

60 [DWORD |SizeOfStackReserve Number of bytes reserved for the stack
64 |[DWORD |SizeOfStackCommit Number of bytes actually used for the stack
68 |[DWORD |SizeOfHeapReserve Number of bytes to reserve for the local heap
6C |DWORD [SizeOfHeapCommit Number of bytes actually used for local heap
70 |DWORD |LoaderFlags This member is obsolete.
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74 |IDWORD |NumberOfRvaAndSizes Number of directory entries - usually set to 10h.
78 |[DWORD |IMAGE_DATA_DIRECTORYO RVA of Export Directory
7C |[DWORD size of Export Directory
88 DWORD [IMAGE_DATA_DIRECTORY2 RVA of Resource Directory
8C [DWORD size of Resource Directory
90 |DWORD |[IMAGE_DATA_DIRECTORY3 RVA of Exception Directory
94 IDWORD size of Exception Directory
98 |DWORD [IMAGE_DATA_DIRECTORY4 Raw Offset of Security Directory
9C |DWORD size of Security Directory
A0 |DWORD |[IMAGE_DATA_DIRECTORY5S RVA of Base Relocation Directory
A4 IDWORD size of Base Relocation Directory
A8 |DWORD |IMAGE_DATA_DIRECTORY6 RVA of Debug Directory
AC |[DWORD size of Debug Directory
BO |DWORD |IMAGE_DATA_DIRECTORY? RVA of Copyright Note
B4 |[DWORD size of Copyright Note
B8 |[DWORD |IMAGE_DATA_DIRECTORYS RVA to be used as Global Pointer (IA-64 only)
BC |DWORD Not used
CO |[DWORD |IMAGE_DATA_DIRECTORY9 RVA of Thread Local Storage Directory
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C4 |[DWORD size of Thread Local Storage Directory

C8 |DWORD |IMAGE_DATA_DIRECTORY10 RVA of Load Configuration Directory

CC |[DWORD size of Load Configuration Directory

DO |DWORD |[IMAGE_DATA_DIRECTORY11 RVA of Bound Import Directory

D4 |DWORD size of Bound Import Directory

D8 |DWORD |[IMAGE_DATA_DIRECTORY12 RVA of first Import Address Table

DC |DWORD total size of all Import Address Tables

EO |DWORD |[IMAGE_DATA_DIRECTORY13 RVA of Delay Import Directory

E4 |DWORD size of Delay Import Directory

E8 DWORD |IMAGE_DATA_DIRECTORY14 RVA of COM Header (top level info & metadata...

EC |DWORD size of COM Header ...in .NET executables)

FO DWORD |ZERO (Reserved) Reserved

F4 |DWORD |ZERO (Reserved) Reserved

18 |DWORD |pointerToRelocations Start of relocation entries for section, zero if none

1C |DWORD [|PointerToLinenumbers Start of line-no. entries for section, zero if none
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20 [WORD NumberOfRelocations This value is zero for executable images.

22 WORD NumberOfLineNumbers Number of line-number entries for section.

see end of page below

00 (8 Bytes |Namel Name of second section header
3K K 3K Kk Kk
Repeats for reSt Of SeCtionS 3K 3K 3K 3K 3K 3K 3k 3k 3k 3k 3K 3k 3k 3K 3K 3K 3K 3K 5K 3K 3K 3K 3Kk 3K 3K 3k 3K 3k 3k 3k 3K 3K 3K 3K 3K 5K K >k
KKk

The Export Table

Offsets shown from beginning of table (given at offset 78 from start of PE header). The following 40 Bytes
repeat for each export library (DLL whose functions are imported by the executable) and ends with one full of

zeroes.
OFFSET |SIZE NAME EXPLANATION
00 DWORD |Characteristics Set to zero (currently none defined)
04 DWORD |TimeDateStamp often set to zero
08 WORD MajorVersion user-defined version number, otherwise zero
0A WORD MinorVersion as above
ocC DWORD |Name RVA of DLL name in null-terminated ASCII
10 DWORD |Base First valid exported ordinal, normally=1
14 DWORD |NumberOfFunctions [Number of entries in EAT
18 DWORD |NumberOfNames Number of entries in ENT
1C DWORD |AddressOfFunctions |RVA of EAT (export address table)
20 DWORD |AddressOfNames RVA of ENT (export name table)
24 DWORD ﬁ’]c;cllsressOfNameOrd RVA of EOT (export ordinal table)

The Import Table

Offsets shown from beginning of table (given at offset 80 from start of PE header). The following 5 DWORDS
repeat for each import library (DLL whose functions are imported by the executable) and ends with one full of
zeroes.
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OFFSET |SIZE NAME EXPLANATION

00 DWORD |OriginalFirstThunk |RVA to Image_Thunk_Data

04 DWORD |TimeDateStamp zero unless bound against imported DLL
08 DWORD |ForwarderChain pointer to 1st redirected function (or 0)

RVA to name in null-terminated ASCII

RVA to Image_Thunk_Data

Image Characteristics Flags

FLAG EXPLANATION

0001 Relocation info stripped from file

0004 Line numbers stripped from file

0008 Local symbols stripped from file

0010 Lets OS aggressively trim working set

0020 App can handle >2Gb addresses

0080 Low bytes of machine word are reversed

0100 requires 32-bit WORD machine

0200 Debugging info stripped from file into .DBG file

0400 If image is on removable media, copy and run from swap file
0800 If image is on a network, copy and run from swap file
1000 System file

4000 File should only be run on a single-processor machine
8000 High bytes of machine word are reversed

Section Characteristics Flags
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FLAG EXPLANATION

00000008 Section should not be padded to next boundary

Section contains initialised data (which will become

00000040 initialised with real values before the file is launched)
s e Sy
00000200 Section contains comments for the linker

00000800 Section contents will not become part of image
00001000 Section contents comdat (Common Block Data)
00008000 Section contents cannot be accessed relative to GP

00100000 to 00800000 Boundary alignment settings

01000000 Section contains extended relocations
02000000 Section can be discarded (e.g. .reloc)
04000000 Section is not cacheable
08000000 Section is pageable
10000000 Section is shareable
© 2006 CodeBreakers Magazine Page 87 of 87



	1  Introduction
	5 The Data Directory


<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /All
  /Binding /Left
  /CalGrayProfile (Dot Gain 20%)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Tags
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /LeaveColorUnchanged
  /DoThumbnails false
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams false
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo true
  /PreserveFlatness true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts true
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 300
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 300
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /ColorImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 300
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /GrayImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 1200
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile ()
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000500044004600206587686353ef901a8fc7684c976262535370673a548c002000700072006f006f00660065007200208fdb884c9ad88d2891cf62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef653ef5728684c9762537088686a5f548c002000700072006f006f00660065007200204e0a73725f979ad854c18cea7684521753706548679c300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002000740069006c0020006b00760061006c00690074006500740073007500640073006b007200690076006e0069006e006700200065006c006c006500720020006b006f007200720065006b007400750072006c00e60073006e0069006e0067002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200076006f006e002000640065006e0065006e002000530069006500200068006f00630068007700650072007400690067006500200044007200750063006b006500200061007500660020004400650073006b0074006f0070002d0044007200750063006b00650072006e00200075006e0064002000500072006f006f0066002d00470065007200e400740065006e002000650072007a0065007500670065006e0020006d00f60063006800740065006e002e002000450072007300740065006c006c007400650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000410064006f00620065002000520065006100640065007200200035002e00300020006f0064006500720020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f0062006500200050004400460020007000610072006100200063006f006e00730065006700750069007200200069006d0070007200650073006900f3006e002000640065002000630061006c006900640061006400200065006e00200069006d0070007200650073006f0072006100730020006400650020006500730063007200690074006f00720069006f00200079002000680065007200720061006d00690065006e00740061007300200064006500200063006f00720072006500630063006900f3006e002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f00620065002000500044004600200070006f007500720020006400650073002000e90070007200650075007600650073002000650074002000640065007300200069006d007000720065007300730069006f006e00730020006400650020006800610075007400650020007100750061006c0069007400e90020007300750072002000640065007300200069006d007000720069006d0061006e0074006500730020006400650020006200750072006500610075002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA <FEFF005500740069006c0069007a007a006100720065002000710075006500730074006500200069006d0070006f007300740061007a0069006f006e00690020007000650072002000630072006500610072006500200064006f00630075006d0065006e00740069002000410064006f006200650020005000440046002000700065007200200075006e00610020007300740061006d007000610020006400690020007100750061006c0069007400e00020007300750020007300740061006d00700061006e0074006900200065002000700072006f006f0066006500720020006400650073006b0074006f0070002e0020004900200064006f00630075006d0065006e007400690020005000440046002000630072006500610074006900200070006f00730073006f006e006f0020006500730073006500720065002000610070006500720074006900200063006f006e0020004100630072006f00620061007400200065002000410064006f00620065002000520065006100640065007200200035002e003000200065002000760065007200730069006f006e006900200073007500630063006500730073006900760065002e>
    /JPN <FEFF9ad854c18cea51fa529b7528002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e30593002537052376642306e753b8cea3092670059279650306b4fdd306430533068304c3067304d307e3059300230c730b930af30c830c330d730d730ea30f330bf3067306e53705237307e305f306f30d730eb30fc30d57528306b9069305730663044307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020b370c2a4d06cd0d10020d504b9b0d1300020bc0f0020ad50c815ae30c5d0c11c0020ace0d488c9c8b85c0020c778c1c4d560002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken voor kwaliteitsafdrukken op desktopprinters en proofers. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200066006f00720020007500740073006b00720069006600740020006100760020006800f800790020006b00760061006c00690074006500740020007000e500200062006f007200640073006b0072006900760065007200200065006c006c00650072002000700072006f006f006600650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002000730065006e006500720065002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f0062006500200050004400460020007000610072006100200069006d0070007200650073007300f5006500730020006400650020007100750061006c0069006400610064006500200065006d00200069006d00700072006500730073006f0072006100730020006400650073006b0074006f00700020006500200064006900730070006f00730069007400690076006f0073002000640065002000700072006f00760061002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a00610020006c0061006100640075006b006100730074006100200074007900f6007000f60079007400e400740075006c006f0073007400750073007400610020006a00610020007600650064006f007300740075007300740061002000760061007200740065006e002e00200020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740020006600f600720020006b00760061006c00690074006500740073007500740073006b0072006900660074006500720020007000e5002000760061006e006c00690067006100200073006b0072006900760061007200650020006f006300680020006600f600720020006b006f007200720065006b007400750072002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create Adobe PDF documents for quality printing on desktop printers and proofers.  Created PDF documents can be opened with Acrobat and Adobe Reader 5.0 and later.)
  >>
  /Namespace [
    (Adobe)
    (Common)
    (1.0)
  ]
  /OtherNamespaces [
    <<
      /AsReaderSpreads false
      /CropImagesToFrames true
      /ErrorControl /WarnAndContinue
      /FlattenerIgnoreSpreadOverrides false
      /IncludeGuidesGrids false
      /IncludeNonPrinting false
      /IncludeSlug false
      /Namespace [
        (Adobe)
        (InDesign)
        (4.0)
      ]
      /OmitPlacedBitmaps false
      /OmitPlacedEPS false
      /OmitPlacedPDF false
      /SimulateOverprint /Legacy
    >>
    <<
      /AddBleedMarks false
      /AddColorBars false
      /AddCropMarks false
      /AddPageInfo false
      /AddRegMarks false
      /ConvertColors /NoConversion
      /DestinationProfileName ()
      /DestinationProfileSelector /NA
      /Downsample16BitImages true
      /FlattenerPreset <<
        /PresetSelector /MediumResolution
      >>
      /FormElements false
      /GenerateStructure true
      /IncludeBookmarks false
      /IncludeHyperlinks false
      /IncludeInteractive false
      /IncludeLayers false
      /IncludeProfiles true
      /MultimediaHandling /UseObjectSettings
      /Namespace [
        (Adobe)
        (CreativeSuite)
        (2.0)
      ]
      /PDFXOutputIntentProfileSelector /NA
      /PreserveEditing true
      /UntaggedCMYKHandling /LeaveUntagged
      /UntaggedRGBHandling /LeaveUntagged
      /UseDocumentBleed false
    >>
  ]
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [612.000 792.000]
>> setpagedevice


